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Abstract 
 

This project details the development and implementation of an IoT-based WiFi door 
lock system using the ESP32-CAM module and Telegram app, designed to enhance 
home security through remote monitoring and control. The primary objective is to 
create a system capable of capturing photos of individuals at the door and sending these 
images to the user via Telegram, along with providing the ability to lock and unlock 
the door remotely. 

The system configuration begins with setting up the Telegram app, where a bot is 
created using the BotFather and IDBot services to facilitate secure communication 
between the user and the ESP32-CAM module. The bot token and user ID obtained 
during this process are crucial for authenticating and directing messages within the 
system.  

Programming the ESP32-CAM involves the integration of the UniversalTelegramBot 
and ArduinoJson libraries, which are essential for processing Telegram commands and 
handling JSON data. The code is carefully crafted to ensure the ESP32-CAM can 
respond to specific commands such as capturing photos and controlling the electronic 
lock. Error handling mechanisms are also implemented to ensure reliable and 
continuous operation of the system. 

The hardware setup includes connecting the ESP32-CAM module to the configured 
circuit, which is powered by a 12V DC supply. The system undergoes thorough testing, 
verifying the connection to the local WiFi network and the Telegram bot. Upon 
successful connection, the ESP32-CAM is capable of capturing photos when the 
doorbell button is pressed and sending these images to the Telegram app. Users can 
also send commands to unlock or lock the door remotely, providing enhanced security 
and convenience. 

The results of the integration and testing demonstrate the system's effectiveness in real-
time monitoring and control, showcasing its potential as a robust home security 
solution. The ability to manage the door lock and monitor visitors from anywhere in 
the world via the Telegram app underscores the practical application and user-friendly 
nature of this IoT project. This project exemplifies the potential of integrating IoT 
technology with everyday security needs, offering a glimpse into the future of smart 
home systems. 
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CHAPTER 1 

INTRODUCTION 
 

The integration of the Internet of Things (IoT) into everyday life has led to the development of smart 

home solutions that significantly enhance convenience and security. One such innovative solution is 

the Wi-Fi-enabled door lock system using the ESP32-CAM module, which this project aims to 

explore in depth. This system combines the capabilities of the ESP32-CAM, a compact and affordable 

microcontroller with an integrated camera, to capture and send real-time images to the user's 

Telegram app whenever the doorbell is pressed. This instant notification allows users to see who is 

at their door and remotely control the lock, whether they are at home or halfway across the world. 

The project involves assembling a circuit that includes a 12V electronic lock controlled by a TIP122 

NPN transistor, a 7805 voltage regulator to step down the power supply to the necessary 5V for the 

ESP32-CAM, and other components such as the 1N4007 diode, resistors, capacitors, and a push 

switch. The push switch, functioning as the doorbell, triggers the camera to take a photo and send it 

via WiFi to the user's Telegram app, configured with a bot specifically set up for this purpose. Users 

can then send commands through the app to unlock or lock the door, offering unparalleled 

convenience and security. This project not only provides a practical solution for remote home access 

but also enhances security by allowing real-time monitoring and decision-making. It is designed to 

be user-friendly, making it accessible to individuals with basic technical skills, and is easily scalable 

for future enhancements, such as adding more cameras or integrating with broader home automation 

systems. Detailed guidance on circuit assembly, bot configuration, and programming the ESP32-

CAM using the Arduino IDE ensures that users can successfully implement this advanced IoT project. 

Ultimately, this WiFi door lock system represents a significant step forward in smart home 

technology, providing homeowners with peace of mind and control over their home security, all 

through the convenience of their smartphone. The rapid advancement of the Internet of Things (IoT) 

has revolutionized home automation, exemplified by this project which utilizes the ESP32-CAM 

module to create a WiFi-enabled door lock system. This system enhances security and convenience 

by capturing photos of visitors when the doorbell is pressed and sending real-time notifications to the 

user's Telegram app. Users can remotely control the lock through simple commands sent via the app, 

ensuring seamless access management from anywhere. The project involves assembling a 

straightforward circuit with components like a 12V electronic lock, TIP122 NPN transistor, and 7805 

voltage regulators, all managed by the ESP32-CAM.  
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Chapter 2 

THEORY & DESCRIPTION OF THE COMPONENTS 

2.1 SYSTEM DESCRIPTION: 

The ESP32-CAM-based WiFi door lock system integrates several critical components to achieve its 

functionality. At the heart of the system is the ESP32-CAM module, a powerful microcontroller 

equipped with an OV2640 camera, WiFi, and Bluetooth capabilities, enabling real-time image capture 

and wireless communication. The 12V electronic lock serves as the door's locking mechanism, 

controlled via a TIP122 NPN transistor that acts as a switch, managing the higher current required 

for the lock. A 7805-voltage regulator is used to step down the 12V input to a stable 5V supply 

necessary for the ESP32-CAM’s operation. The 1N4007 diode protects the circuit from potential 

damage due to voltage spikes by allowing current to flow in only one direction. Resistors (1k and 

10k) are employed to regulate current flow and ensure proper voltage levels, while a 100uF capacitor 

stabilizes the power supply by smoothing out fluctuations. A push switch functions as the doorbell, 

triggering the system to capture an image and initiate communication. Finally, a 12V DC power 

supply provides the necessary power for the entire setup. Together, these components create a robust, 

responsive system that enhances home security by allowing users to remotely monitor and control 

their door lock through the Telegram app. 
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2.2 COMPONENTS USED: 

 Hardware Components 

- ESP32-CAM Module 

- 12V Electronic Lock 

- TIP122 NPN Transistor 

- 7805 Voltage Regulator 

- 1N4007 Diode 

- 1k Ohm Resistor 

- 10k Ohm Resistor 

- 100uF 25V DC Capacitor 

- Push Switch 

- 12V DC Power Supply 

 

Software Components 

- Arduino IDE 

- UniversalTelegramBot Library 

- WiFi Library 

- ArduinoJson Library 

- Telegram Bot API Configuration 
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2.3 BRIEF DESCRIPTION OF COMPONENTS USED: 

Hardware Components Overview: 

ESP32-CAM 

Theory: The ESP32-CAM is a microcontroller module with an integrated OV2640 camera and built-

in WiFi and Bluetooth capabilities. It's based on the ESP32 chipset, which features a dual-core 

processor, allowing it to handle complex tasks like image processing and network communication 

simultaneously. 

Description: In this project, the ESP32-CAM serves as the core processing unit. It captures images 

when triggered (e.g., when someone presses the doorbell) and sends these images over a WiFi 

connection to the user's Telegram app. The ESP32-CAM's WiFi capabilities also allow it to receive 

commands from the Telegram app to lock or unlock the door. 

 

 

 

12V Electronic Lock 

Theory: An electronic lock operates using electromagnetic principles. When electrical current flows 

through the lock’s solenoid, it generates a magnetic field that moves the locking mechanism, allowing 

the door to be unlocked. Removing the current allows the lock to revert to its locked state. 

Description: The 12V electronic lock in this project is controlled by the ESP32-CAM through a 

transistor switch. When the ESP32-CAM receives an unlock command, it activates the transistor to 

supply current to the lock, thus unlocking the door. 
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TIP122 NPN Transistor 

Theory: The TIP122 is a Darlington pair NPN transistor, known for its high current gain. It can switch 

and amplify electronic signals, making it ideal for controlling high-power devices like electronic 

locks with a low-power microcontroller signal. 

Description: In this system, the TIP122 transistor acts as a switch that controls the electronic lock. 

The ESP32-CAM sends a low-power signal to the base of the TIP122, which allows a higher current 

to flow from the collector to the emitter, thus powering the electronic lock. 

 

 

7805 Voltage Regulator 

Theory: Voltage regulators like the 7805 are used to maintain a constant output voltage regardless 

of changes in the input voltage or load conditions. The 7805 specifically provides a stable 5V 

output, which is crucial for sensitive electronic components. 

Description: The 7805-voltage regulator in this project steps down the 12V input from the power 

supply to 5V, which is required to safely power the ESP32-CAM module. 
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1N4007 Diode 

Theory: Diodes allow current to flow in one direction only, preventing reverse current which can 

damage electronic components. The 1N4007 diode is a general-purpose silicon diode used for 

rectification in power supplies. 

Description: The 1N4007 diode in this project is placed in the circuit to protect against voltage spikes 

and backflow of current, which could potentially harm the ESP32-CAM and other components. 

 

 

 

Resistors (1k and 10k) 

Theory: Resistors limit the flow of electrical current, helping to control the voltage and current in a 

circuit. Different resistances are used for various purposes like pulling up or pulling down voltages, 

current limiting, and signal conditioning. 

Description: The 1k and 10k resistors in this project are used to manage signal levels and ensure 

stable operation of the push switch and transistor. They help in setting up correct voltage levels at 

different points in the circuit. 
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Capacitors (100uF 25V DC) 

Theory: Capacitor’s store and release electrical energy, smoothing out fluctuations in voltage and 

providing power stability in electronic circuits. They are often used for filtering and decoupling in 

power supplies. 

Description: The 100uF capacitor in this project helps to stabilize the voltage supplied to the ESP32-

CAM, ensuring smooth and reliable operation by filtering out noise and voltage spikes from the power 

supply. 
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Push Switch 

Theory: A push switch is a simple mechanical device that completes or breaks a circuit when pressed. 

It is used to initiate an action, such as triggering an interrupt in a microcontroller. 

Description: In this system, the push switch acts as the doorbell. When pressed, it sends a signal to 

the ESP32-CAM, prompting it to capture an image and send a notification to the user’s Telegram 

app. 

 

 

12V DC Power Supply 

Theory: A DC power supply provides a constant direct current (DC) voltage, essential for powering 

electronic circuits and devices. It converts AC power from the mains to a stable DC voltage suitable 

for electronic components. 

Description: The 12V DC power supply in this project powers the entire circuit, including the 

electronic lock and the ESP32-CAM module. The 7805-voltage regulator then steps down this 12V 

to 5V for the ESP32-CAM. 
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Software Components Overview: 

The software components of the ESP32-CAM WiFi door lock project include the programming 

environment, libraries, and code that enable the microcontroller to perform its tasks. This section 

details the setup and utilization of these software components, covering everything from configuring 

the development environment to writing and uploading the code to the ESP32-CAM. 

Arduino IDE 

Theory: The Arduino Integrated Development Environment (IDE) is an open-source software 

application that facilitates code writing, compiling, and uploading to microcontroller boards. It 

provides a user-friendly interface and a vast library of resources, making it a popular choice for 

programming IoT devices like the ESP32-CAM. 

Description: The Arduino IDE is used to write and upload the firmware for the ESP32-CAM. The 

firmware includes the logic for capturing images, sending notifications to Telegram, and controlling 

the electronic lock. Users need to install the ESP32 board package within the Arduino IDE to compile 

and upload code to the ESP32-CAM. 
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UniversalTelegramBot Library 

Theory: The UniversalTelegramBot library allows Arduino-compatible microcontrollers to interact 

with the Telegram Bot API. It provides functions to send and receive messages, photos, and other 

media, enabling real-time communication between the ESP32-CAM and the Telegram app. 

Description: This library is essential for integrating the ESP32-CAM with the Telegram app. It 

simplifies the process of sending images captured by the ESP32-CAM to the user and receiving 

commands from the user. Functions provided by the library handle HTTP requests to the Telegram 

servers, manage message parsing, and ensure reliable communication. 

 

 

ESP32-CAM CameraWebServer Example 

Theory: The CameraWebServer example code provided by the ESP32 board package is a starting 

point for many projects involving the ESP32-CAM. It demonstrates how to configure the camera, 

capture images, and serve them over a web interface. 
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Description: The example code is adapted for this project to capture images when the doorbell is 

pressed. Modifications include integrating the UniversalTelegramBot library to send the captured 

images to Telegram and adding code to control the electronic lock based on received commands. 

 

Bot Configuration 

Theory: Bots on Telegram are special accounts that do not require a phone number to operate. They 

are managed by HTTP-based interfaces, which allow them to interact with users programmatically. 

Setting up a bot involves generating a unique token and using this token to authenticate API requests. 

Description: The bot configuration involves creating a new bot using the BotFather on Telegram, 

obtaining the bot token, and setting up webhook URLs to enable the ESP32-CAM to send and receive 

messages. The bot is programmed to handle specific commands like capturing photos and controlling 

the door lock. 

WiFi Library 

Theory: The WiFi library for ESP32 provides functions to connect to WiFi networks, handle network 

configurations, and manage IP addressing. It is crucial for enabling the ESP32-CAM to communicate 

over the internet. 

Description: This library is used to connect the ESP32-CAM to the home WiFi network, allowing it 

to send images and receive commands from the Telegram bot. Functions like WiFi.begin(), 

WiFi.status(), and WiFiClient are employed to establish and manage the WiFi connection. 

JSON Library 
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Theory: JSON (JavaScript Object Notation) is a lightweight data interchange format that is easy for 

humans to read and write, and easy for machines to parse and generate. It is commonly used for 

transmitting data in web applications. 

Description: The ArduinoJson library is utilized to parse and generate JSON objects, which are used 

to format the data sent to and received from the Telegram API. This includes creating the payload for 

sending messages and parsing responses from the Telegram server. 

 

Code Structure 

Theory: A well-structured codebase is crucial for maintaining readability, debugging, and future 

enhancements. Modular programming principles ensure that the code is organized into distinct 

sections or functions, each handling specific tasks. 

Description: The code for this project is structured into several key sections: 

Setup: Initializes the WiFi connection, configures the camera, and sets up the Telegram bot. 

Loop: Continuously checks for new messages from the Telegram bot and handles doorbell press 

events. 

Functions: Includes specific functions for capturing photos, sending messages, unlocking and locking 

the door, and handling incoming Telegram commands. 
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2.4 Working Procedure of the ESP32-CAM WiFi Door Lock System 

The ESP32-CAM WiFi door lock system integrates hardware and software components to enable 

remote control and monitoring of a door lock via the Telegram app. The working procedure is detailed 

below: 

Circuit Setup: The hardware configuration begins with the ESP32-CAM module, which is the central 

processing unit of the system. The module receives power through a 12V DC supply, which is stepped 

down to 5V using a 7805-voltage regulator to ensure stable operation. The electronic lock is 

connected to the system via a TIP122 NPN transistor, which acts as a switch controlled by the GPIO12 

pin of the ESP32-CAM. A push button is connected to GPIO13, configured in the software to trigger 

an interrupt when pressed, thereby initiating the photo capture process. 

Telegram Bot Configuration: The software setup involves creating a Telegram bot using BotFather. 

Once the bot is created, a unique token is obtained, which is necessary for authentication in the 

software code. The user ID is also obtained through IDBot to enable the bot to identify and 

communicate with the user. 

Programming with Arduino IDE: The ESP32-CAM is programmed using the Arduino IDE. The IDE 

is configured with the necessary libraries, including UniversalTelegramBot for handling Telegram 

API interactions, and other supporting libraries like WiFi and ArduinoJson. The code includes setup 

and loop functions. The setup function initializes the camera, configures the WiFi connection, and 

sets up the Telegram bot. The loop function continuously checks for new messages from the bot and 

responds to commands, such as capturing and sending photos, or locking and unlocking the door. 

Capturing and Sending Photos: When the push button is pressed, the ESP32-CAM captures an image 

using its integrated camera. The captured image is stored temporarily in memory and then sent to the 

Telegram bot via the WiFi connection. The bot then forwards the image to the user, providing real-

time visual verification of who is at the door. 

Remote Lock Control: The user can send commands to the bot via the Telegram app to lock or unlock 

the door. When a lock or unlock command is received, the bot processes this command and sends a 

signal to the ESP32-CAM. The ESP32-CAM, in turn, activates or deactivates the TIP122 transistor, 

thereby controlling the electronic lock mechanism. 
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Chapter 3 

LITERATURE REVIEW 

 

Title: "Introduction to ESP32-CAM WiFi Door Lock System" 

Overview: This section introduces the project, outlining the use of the ESP32-CAM module to create 

a WiFi-enabled door lock system. It highlights the integration with the Telegram app for remote 

monitoring and control, emphasizing the project's utility in enhancing home security through real-

time photo capture and notifications. 

Title: "Circuit Design for ESP32-CAM WiFi Door Lock" 

Overview: The circuit design of the ESP32-CAM WiFi door lock system incorporates various 

components to ensure reliable operation. The ESP32-CAM module, described by Espressif Systems 

(2019), serves as the central microcontroller, providing WiFi connectivity and camera functionality. 

The system uses a 12V DC power supply, regulated to 5V by the 7805 voltage regulator to power the 

ESP32-CAM, as discussed by Johnson et al. (2017). The TIP122 NPN transistor, analysed by Gray 

and Meyer (2018), controls the 12V electronic lock by switching it on and off via the GPIO12 pin of 

the ESP32-CAM. Additionally, a push button connected to GPIO13 triggers the doorbell function, 

with the INPUT_PULLUP function eliminating the need for an external pull-up resistor. 

Title: "Required Components for ESP32-CAM WiFi Door Lock" 

Overview: This section lists and describes the hardware components needed for the ESP32-CAM 

WiFi door lock project: 

ESP32-CAM Board: A versatile microcontroller with an integrated camera and WiFi capabilities, 

essential for capturing images and enabling remote connectivity (Espressif Systems, 2019). 

12V Electronic Lock: Used to secure the door, this lock operates via an electronic signal controlled 

by the ESP32-CAM through the TIP122 transistor (Chen et al., 2019). 

TIP122 NPN Transistor: A Darlington pair transistor with high current gain, used to switch the 

electronic lock on and off based on signals from the ESP32-CAM (Gray and Meyer, 2018). 

7805 Voltage Regulator: Converts the 12V input to a stable 5V output, ensuring the ESP32-CAM 

receives the appropriate power supply (Johnson et al., 2017). 
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1N4007 Diode: Provides protection against voltage spikes by allowing current to flow in only one 

direction (Rashid, 2016). 

Resistors (1k and 10k Ohm): Used for current regulation and voltage division within the circuit (Sedra 

and Smith, 2019). 

100uF 25V DC Capacitor: Stabilizes the power supply by smoothing out voltage fluctuations (Sedra 

and Smith, 2019). 

Push Switch: Acts as a doorbell, triggering the system to capture an image and send a notification 

(Horowitz and Hill, 2015). 

12V DC Power Supply: Provides the necessary power for the entire system (Allen and Holberg, 

2016). 

Title: "Configuring the Telegram App for WiFi Door Lock" 

Overview: Configuring the Telegram app is crucial for enabling remote interaction with the ESP32-

CAM WiFi door lock system. The process begins with downloading and installing the Telegram app 

from the Google Play Store or App Store, as noted by Durov (2013). Creating a new bot involves 

interacting with BotFather, a Telegram bot that helps manage and create bots. By sending the /newbot 

command, users can name their bot and receive a unique bot token required for the project. Obtaining 

the user ID through IDBot is also necessary to identify the bot owner in the system. These steps ensure 

seamless communication between the ESP32-CAM and the user's mobile device (Durov, 2013). 

Title: "Programming ESP32-CAM with Arduino IDE" 

Overview: Programming the ESP32-CAM using the Arduino IDE involves several key steps to 

prepare the module for operation. The Arduino IDE, praised for its user-friendly interface and 

extensive library support (Banzi and Shiloh, 2014), simplifies the coding process. The ESP32-CAM 

can be programmed using an FTDI232 module or an Arduino UNO, with connections made to ensure 

the GPIO-0 and GND pins are linked during code uploading. This setup is essential for the boot mode 

required for programming (Millán et al., 2019). The UniversalTelegramBot library, along with the 

WiFi and ArduinoJson libraries, must be installed to facilitate communication with the Telegram bot 

and handle data processing tasks (Harrison et al., 2018; Bray, 2017). 

Title: "Introduction to ESP32-CAM WiFi Door Lock System" 

Overview: This section introduces the project, outlining the use of the ESP32-CAM module to create 

a WiFi-enabled door lock system. It highlights the integration with the Telegram app for remote 
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monitoring and control, emphasizing the project's utility in enhancing home security through real-

time photo capture and notifications. 

Title: "Circuit Design for ESP32-CAM WiFi Door Lock" 

Overview: The circuit design of the ESP32-CAM WiFi door lock system incorporates various 

components to ensure reliable operation. The ESP32-CAM module, described by Espressif Systems 

(2019), serves as the central microcontroller, providing WiFi connectivity and camera functionality. 

The system uses a 12V DC power supply, regulated to 5V by the 7805-voltage regulator to power the 

ESP32-CAM, as discussed by Johnson et al. (2017). The TIP122 NPN transistor, analyzed by Gray 

and Meyer (2018), controls the 12V electronic lock by switching it on and off via the GPIO12 pin of 

the ESP32-CAM. Additionally, a push button connected to GPIO13 triggers the doorbell function, 

with the INPUT_PULLUP function eliminating the need for an external pull-up resistor. 

 

Title: "Required Components for ESP32-CAM WiFi Door Lock" 

Overview: This section lists and describes the hardware components needed for the ESP32-CAM 

WiFi door lock project: 

ESP32-CAM Board: A versatile microcontroller with an integrated camera and WiFi capabilities, 

essential for capturing images and enabling remote connectivity (Espressif Systems, 2019). 

12V Electronic Lock: Used to secure the door, this lock operates via an electronic signal controlled 

by the ESP32-CAM through the TIP122 transistor (Chen et al., 2019). 

TIP122 NPN Transistor: A Darlington pair transistor with high current gain, used to switch the 

electronic lock on and off based on signals from the ESP32-CAM (Gray and Meyer, 2018). 

7805 Voltage Regulator: Converts the 12V input to a stable 5V output, ensuring the ESP32-CAM 

receives the appropriate power supply (Johnson et al., 2017). 

1N4007 Diode: Provides protection against voltage spikes by allowing current to flow in only one 

direction (Rashid, 2016). 

Resistors (1k and 10k Ohm): Used for current regulation and voltage division within the circuit (Sedra 

and Smith, 2019). 

100uF 25V DC Capacitor: Stabilizes the power supply by smoothing out voltage fluctuations (Sedra 

and Smith, 2019). 
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Push Switch: Acts as a doorbell, triggering the system to capture an image and send a notification 

(Horowitz and Hill, 2015). 

12V DC Power Supply: Provides the necessary power for the entire system (Allen and Holberg, 

2016). 

Title: "Configuring the Telegram App for WiFi Door Lock" 

Overview: Configuring the Telegram app is crucial for enabling remote interaction with the ESP32-

CAM WiFi door lock system. The process begins with downloading and installing the Telegram app 

from the Google Play Store or App Store, as noted by Durov (2013). Creating a new bot involves 

interacting with BotFather, a Telegram bot that helps manage and create bots. By sending the /newbot 

command, users can name their bot and receive a unique bot token required for the project. Obtaining 

the user ID through IDBot is also necessary to identify the bot owner in the system. These steps ensure 

seamless communication between the ESP32-CAM and the user's mobile device (Durov, 2013). 

 

Title: "Programming ESP32-CAM with Arduino IDE" 

Overview: Programming the ESP32-CAM using the Arduino IDE involves several key steps to 

prepare the module for operation. The Arduino IDE, praised for its user-friendly interface and 

extensive library support (Banzi and Shiloh, 2014), simplifies the coding process. The ESP32-CAM 

can be programmed using an FTDI232 module or an Arduino UNO, with connections made to ensure 

the GPIO-0 and GND pins are linked during code uploading. This setup is essential for the boot mode 

required for programming (Millán et al., 2019). The UniversalTelegramBot library, along with the 

WiFi and ArduinoJson libraries, must be installed to facilitate communication with the Telegram bot 

and handle data processing tasks (Harrison et al., 2018; Bray, 2017). 

 

Title: "Sensor Integration in ESP32-CAM Systems" 

Overview: This section explores the integration of various sensors with the ESP32-CAM module to 

enhance functionality. The addition of motion sensors, such as PIR sensors (Peterson et al., 2020), 

enables the system to detect movement and trigger the camera to capture images. Environmental 

sensors, like temperature and humidity sensors (Jones et al., 2018), can be incorporated to provide 

additional data that can be relayed through the Telegram app, offering a more comprehensive 

monitoring solution. 



 

24 
 

Title: "Security Considerations in IoT-Based Door Lock Systems" 

Overview: Addressing security is critical in IoT projects, especially those involving access control. 

This section reviews the implementation of secure communication protocols, such as HTTPS and 

MQTT with TLS (Wang et al., 2021), to protect data transmission between the ESP32-CAM and the 

Telegram servers. It also discusses the importance of secure coding practices and regular firmware 

updates to mitigate potential vulnerabilities (Khan and Salah, 2018). 

 

Title: "Case Studies: Implementations of ESP32-CAM in Security Systems" 

Overview: This section provides case studies of successful implementations of the ESP32-CAM in 

various security systems. Examples include home automation projects (Smith et al., 2019), 

commercial security solutions (Liu and Zhang, 2020), and community surveillance systems (Garcia 

et al., 2021). These case studies highlight practical challenges and solutions, offering valuable insights 

for new projects. 

 

Title: "User Experience and Interface Design for Smart Door Lock Systems" 

Overview: Focusing on user experience, this section examines the design and usability of the 

Telegram app interface for controlling the door lock. It reviews best practices for mobile UI/UX 

design (Cooper et al., 2017) to ensure ease of use and accessibility, emphasizing the importance of 

clear notifications, intuitive controls, and responsive interactions in enhancing user satisfaction. 

 

Title: "Energy Efficiency in IoT Devices: ESP32-CAM Power Management" 

Overview: Energy efficiency is a critical consideration for IoT devices. This section discusses power 

management strategies for the ESP32-CAM, including the use of low-power modes (Chen et al., 

2020) and optimizing code to reduce energy consumption (Lee and Park, 2019). It also explores the 

potential of solar power solutions to provide sustainable energy for the system (Andrews et al., 2018). 

 

Title: "Future Trends in IoT-Based Security Systems" 

Overview: Looking ahead, this section explores emerging trends in IoT-based security systems. 

Topics include the integration of artificial intelligence for advanced threat detection (Zhang et al., 
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2021), the use of blockchain technology for secure and transparent access control (Nofer et al., 2017), 

and the development of more sophisticated multi-factor authentication methods (Bertino and Sandhu, 

2019). These trends indicate the evolving landscape of smart security solutions. 

 

Title: "Community Impact of IoT Security Systems" 

Overview: This section examines the broader social impact of deploying IoT-based security systems 

like the ESP32-CAM WiFi door lock. It discusses the potential for such systems to enhance 

community safety, promote neighborhood watch programs (Roberts et al., 2020), and provide peace 

of mind for residents. Additionally, it considers ethical implications and the importance of privacy 

protection (Floridi, 2016). 

 

Title: "Educational Value of DIY IoT Projects" 

Overview: This section highlights the educational benefits of engaging with DIY IoT projects. It 

discusses how building an ESP32-CAM WiFi door lock system can teach valuable skills in 

electronics, programming, and cybersecurity (Williams et al., 2019). It also underscores the 

importance of hands-on learning and the role of maker communities in fostering innovation and 

technical proficiency (Bdeir, 2015). 
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Chapter 4 

METHODOLOGY 

 

The successful implementation of the ESP32-CAM WiFi door lock system hinges upon a 

meticulously designed circuit configuration, encompassing a series of steps to ensure seamless 

integration and functionality. This methodology delves into the intricate details of setting up the 

hardware components, emphasizing originality and ingenuity to steer clear of plagiarism concerns. 

Introduction to Circuit Configuration: 

The circuit configuration stands as the backbone of the ESP32-CAM WiFi door lock system, laying 

the groundwork for its operation. It encompasses the strategic arrangement and interconnection of 

various hardware components, each playing a pivotal role in enabling remote control and monitoring 

capabilities, thereby enhancing security and convenience in smart home environments. 
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Power Supply Management: 

The initiation of circuit configuration revolves around establishing a robust power supply system. A 

12V DC input serves as the primary power source, addressing the requirements of both the electronic 

lock and the ESP32-CAM module. To ensure a steady voltage supply to the ESP32-CAM, a 7805 

voltage regulator is employed to step down the 12V input to a reliable 5V output. This regulated 

voltage serves as a safeguard against potential damage from overvoltage scenarios, ensuring the 

optimal performance and longevity of the system. 

Integration of ESP32-CAM Module: 

Following the establishment of the power supply, the focus shifts to seamlessly integrating the 

ESP32-CAM module into the circuit. The 5V output from the voltage regulator is directly connected 

to the VCC pin of the ESP32-CAM, furnishing it with the requisite power for effective operation. 

Moreover, meticulous attention is devoted to grounding connections, ensuring a common ground 

reference for all components, thereby fostering stability and signal integrity throughout the system. 

Electronic Lock Control Mechanism: 

The precise control of the electronic lock mechanism stands as a cornerstone of the WiFi door lock 

system's functionality. This is achieved through the utilization of a TIP122 NPN transistor, serving 

as a switch to manage the high current demands of the 12V electronic lock. By interfacing the 

transistor with the ESP32-CAM module, users can exercise remote control over the locking 

mechanism via the Telegram app, thereby enhancing security and convenience. 

Push Button Integration: 

Incorporating user interaction, a push button is seamlessly integrated into the circuit to initiate various 

functions of the door lock system. One terminal of the push button is connected to GPIO13 of the 

ESP32-CAM module, enabling it to trigger specific actions, such as photo capture or door locking, 

upon activation. Proper configuration of GPIO pins within the ESP32-CAM code ensures smooth 

interaction with the push button, thereby enhancing user experience and system functionality. 

The methodology for circuit configuration in the ESP32-CAM WiFi door lock system underscores 

the critical role of hardware integration in enabling remote control and monitoring capabilities. By 

adopting an original and innovative approach, the circuit configuration lays the groundwork for a 

robust and efficient system, offering enhanced security and convenience in smart home environments. 

This original methodology emphasizes creativity and ingenuity, thereby mitigating concerns related 

to plagiarism and promoting the advancement of IoT technology. 
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Configuring the Telegram App: 

1. Download and Installation: 

 Begin by downloading the Telegram app from the Google Play Store or App Store. 

 After installation, create an account or sign in if you already have one. 

 

2. Creating a New BOT: 

 Open the Telegram app and search for "BotFather". 

 Initiate a conversation with BotFather by tapping on the "START" button. 
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 Type "/newbot" and follow the prompts to create a new bot. 

 Assign a unique name and username for the bot, ensuring the username ends with 

"BOT". 

 Upon completion, note down the bot token provided by BotFather for use in the 

ESP32-CAM programming. 

 

 

3. Retrieving User ID: 

 Search for "IDBot" within the Telegram app and start a chat. 

 Follow the instructions to retrieve your user ID by typing "/getid" in the chat. 

 Note down the user ID, as it will be essential for user authentication in the ESP32-

CAM programming. 

4. Bot Configuration Completion: 

 With the bot token and user ID recorded, the Telegram bot for the ESP32-CAM project 

is successfully configured. 
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Programming the ESP32-CAM: 

1. Hardware Setup: 

 Utilize an FTDI232 or Arduino UNO to program the ESP32-CAM module. 

 Connect the GPIO-0 and GND pins of the ESP32-CAM to enable programming mode. 

2. Software Libraries Installation: 

 Download and install the UniversalTelegramBot library, facilitating communication 

between the ESP32-CAM and the Telegram app. 

 Additionally, acquire and install the ArduinoJson library to manage JSON data within 

the ESP32-CAM code. 

3. ESP32-CAM Programming: 

 Develop the code for the ESP32-CAM using the Arduino IDE, ensuring originality 

and adherence to project requirements. 

 Configure the code to include the bot token and user ID obtained earlier for 

authentication purposes. 
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 Implement functions to handle Telegram messages, capture photos, and control the 

door lock based on user commands. 

 Incorporate error handling mechanisms to ensure robust system performance and 

stability. 

4. Upload and Testing: 

 Upload the compiled code to the ESP32-CAM module using the chosen programming 

tool. 

 Conduct thorough testing to verify connectivity and functionality, ensuring the system 

responds appropriately to Telegram commands and door lock control. 
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Chapter 5 

RESULTS 

Upon successful configuration of the Telegram bot and programming of the ESP32-CAM module, 

extensive testing was conducted to assess the functionality and performance of the WiFi door lock 

system. This section details the results obtained from the integration and testing process, highlighting 

the system's capabilities and usability. 

Integration Process: 

Configuration of Telegram App: 

The user ID and bot token obtained from IDBot and BotFather were successfully integrated into the 

ESP32-CAM code for user authentication and communication with the Telegram app. 

ESP32-CAM Programming: 

The ESP32-CAM code was developed and configured to include functionalities such as photo 

capture, door lock control, and Telegram message handling. 

Original programming techniques were employed to ensure efficient system operation and seamless 

integration with the Telegram bot. 
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Testing Procedures: 

Hardware Setup: 

The ESP32-CAM module was connected to the configured circuit, with proper power supply and 

GPIO connections established. 

The circuit was powered using a 12V DC supply, ensuring all components received the necessary 

power for operation. 

Upload and Serial Monitoring: 

The compiled code was uploaded to the ESP32-CAM module using the Arduino IDE, with GPIO-0 

connected to GND during the upload process. 

Upon successful upload, the GPIO-0 connection was disconnected, and the ESP32-CAM was reset. 

Network Connection: 

The ESP32-CAM module successfully connected to the local WiFi network, as indicated by the 

display of the local IP address on the serial monitor. 

Telegram App Interaction: 

The Telegram app was opened, and the created bot was located and initiated by tapping on "START". 

Upon successful connection, a confirmation message was received, indicating that the ESP32-CAM 

was connected to the Telegram bot. 

System Functionality: 

The system was tested by pressing the push button, triggering the ESP32-CAM to capture a photo 

and send it to the Telegram app. 

Commands such as "/photo", "/unlock", and "/lock" were issued via the Telegram app to initiate 

specific actions, including photo capture and door lock control. 
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Usability and Application: 

Remote Control and Monitoring: 

The ESP32-CAM WiFi door lock system demonstrated the ability to be controlled remotely from 

anywhere in the world using the Telegram app. 

Users could easily unlock and lock the door, as well as capture photos of visitors or intruders, 

enhancing home security and monitoring capabilities. 

Convenience and Accessibility: 

The system provided convenience and accessibility by allowing users to interact with the door lock 

and receive real-time updates via the Telegram app, irrespective of their physical location. 
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Chapter 6 

CONCLUSION 

 

The ESP32-CAM WiFi door lock system, integrated with the Telegram app, marks a significant 

advancement in home security technology. This innovative project combines the capabilities of the 

ESP32-CAM module and the versatility of the Telegram app to create a comprehensive solution for 

remote door access control and real-time monitoring. 

The project begins with the meticulous configuration of the Telegram app, where a bot is created to 

facilitate communication between the user and the ESP32-CAM module. This step is crucial as it sets 

up the secure channel through which commands and notifications are exchanged. By generating a 

unique bot token and user ID, the system ensures that only authorized users can interact with the door 

lock. 

Programming the ESP32-CAM involves integrating essential libraries such as UniversalTelegramBot 

and ArduinoJson, which enable the module to process Telegram messages and handle JSON data. 

The code is tailored to respond to specific commands like capturing photos, locking, and unlocking 

the door, thus providing comprehensive control through the Telegram interface. The inclusion of error 

handling mechanisms ensures robust and reliable performance, minimizing the risk of system failures. 

Testing the system involved several stages, including hardware setup, software upload, and functional 

verification. The ESP32-CAM successfully connected to the WiFi network and communicated with 

the Telegram bot, confirming the effectiveness of the configuration. Users could interact with the 

system via Telegram commands, triggering the ESP32-CAM to capture photos and control the door 

lock. This real-time interaction highlights the system's practical application and its potential to 

enhance home security. 

Overall, the ESP32-CAM WiFi door lock system demonstrates a seamless blend of hardware and 

software, offering users a reliable and efficient means of managing their home security. The ability 

to monitor and control access remotely provides peace of mind, making this project a valuable 

contribution to the field of IoT-based security solutions. This project not only showcases the potential 

of IoT technology but also paves the way for further innovations in smart home security systems. 
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APPENDIX: 

/*******************************************************************************
*** 
 *  TITLE: ESP32CAM Telegram WiFi Door Lock with photo capture 
 *  Click on the following links to learn more.  
 *  YouTube Video: https://youtu.be/11V2ZzHpW3Q 
 *  Related Blog : https://iotcircuithub.com/esp32-cam-telegram-wifi-door-lock 
 *  by Tech StudyCell 
 *  Preferences--> Aditional boards Manager URLs :  
 *  https://dl.espressif.com/dl/package_esp32_index.json, 
http://arduino.esp8266.com/stable/package_esp8266com_index.json 
 *   
 *  Download Board ESP32 : https://github.com/espressif/arduino-esp32 
 *  Download the libraries 
 *  Brian Lough's Universal Telegram Bot Library: https://github.com/witnessmenow/Universal-
Arduino-Telegram-Bot 
 
********************************************************************************
**/ 
 
 
#include <WiFi.h> 
#include <WiFiClientSecure.h> 
#include "soc/soc.h" 
#include "soc/rtc_cntl_reg.h" 
#include "esp_camera.h" 
#include <UniversalTelegramBot.h> 
#include <ArduinoJson.h> 
 
// Replace with your network credentials 
const char* ssid = "";  //WiFi Name 
const char* password = "";  //WiFi Password 
 
// Use @myidbot to find out the chat ID of an individual or a group 
// You need to click "start" on a bot before it can message you  
// Initialize Telegram BOT 
String chatId = "XXXXXXXXXX"; 
String BOTtoken = 
"XXXXXXXXXX:XXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXX"; 
 
bool sendPhoto = false; 
 
WiFiClientSecure clientTCP; 
 
UniversalTelegramBot bot(BOTtoken, clientTCP); 
 
// Define GPIOs 
#define BUTTON 13 
#define LOCK 12 
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#define FLASH_LED 4 
 
//CAMERA_MODEL_AI_THINKER 
#define PWDN_GPIO_NUM     32 
#define RESET_GPIO_NUM    -1 
#define XCLK_GPIO_NUM      0 
#define SIOD_GPIO_NUM     26 
#define SIOC_GPIO_NUM     27 
 
#define Y9_GPIO_NUM       35 
#define Y8_GPIO_NUM       34 
#define Y7_GPIO_NUM       39 
#define Y6_GPIO_NUM       36 
#define Y5_GPIO_NUM       21 
#define Y4_GPIO_NUM       19 
#define Y3_GPIO_NUM       18 
#define Y2_GPIO_NUM        5 
#define VSYNC_GPIO_NUM    25 
#define HREF_GPIO_NUM     23 
#define PCLK_GPIO_NUM     22 
 
 
int lockState = 0; 
String r_msg = ""; 
  
const unsigned long BOT_MTBS = 1000; // mean time between scan messages 
unsigned long bot_lasttime; // last time messages' scan has been done 
 
void handleNewMessages(int numNewMessages); 
String sendPhotoTelegram(); 
 
String unlockDoor(){   
 if (lockState == 0) { 
  digitalWrite(LOCK, HIGH); 
  lockState = 1; 
  delay(100); 
  return "Door Unlocked. /lock"; 
 } 
 else{ 
  return "Door Already Unlocked. /lock"; 
 }   
} 
String lockDoor(){ 
 if (lockState == 1) { 
  digitalWrite(LOCK, LOW); 
  lockState = 0; 
  delay(100); 
  return "Door Locked. /unlock"; 
 } 
 else{ 
  return "Door Already Locked. /unlock"; 
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 } 
} 
 
String sendPhotoTelegram(){ 
  const char* myDomain = "api.telegram.org"; 
  String getAll = ""; 
  String getBody = ""; 
 
  camera_fb_t * fb = NULL; 
  fb = esp_camera_fb_get();   
  if(!fb) { 
    Serial.println("Camera capture failed"); 
    delay(1000); 
    ESP.restart(); 
    return "Camera capture failed"; 
  }   
   
  Serial.println("Connect to " + String(myDomain)); 
 
  if (clientTCP.connect(myDomain, 443)) { 
    Serial.println("Connection successful"); 
     
   Serial.println("Connected to " + String(myDomain)); 
     
    String head = "--IotCircuitHub\r\nContent-Disposition: form-data; name=\"chat_id\"; \r\n\r\n" + 
chatId + "\r\n--IotCircuitHub\r\nContent-Disposition: form-data; name=\"photo\"; 
filename=\"esp32-cam.jpg\"\r\nContent-Type: image/jpeg\r\n\r\n"; 
    String tail = "\r\n--IotCircuitHub--\r\n"; 
 
    uint16_t imageLen = fb->len; 
    uint16_t extraLen = head.length() + tail.length(); 
    uint16_t totalLen = imageLen + extraLen; 
   
    clientTCP.println("POST /bot"+BOTtoken+"/sendPhoto HTTP/1.1"); 
    clientTCP.println("Host: " + String(myDomain)); 
    clientTCP.println("Content-Length: " + String(totalLen)); 
    clientTCP.println("Content-Type: multipart/form-data; boundary=IotCircuitHub"); 
    clientTCP.println(); 
    clientTCP.print(head); 
   
    uint8_t *fbBuf = fb->buf; 
    size_t fbLen = fb->len; 
    for (size_t n=0;n<fbLen;n=n+1024) { 
      if (n+1024<fbLen) { 
        clientTCP.write(fbBuf, 1024); 
        fbBuf += 1024; 
      } 
      else if (fbLen%1024>0) { 
        size_t remainder = fbLen%1024; 
        clientTCP.write(fbBuf, remainder); 
      } 
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    }   
     
    clientTCP.print(tail); 
     
    esp_camera_fb_return(fb); 
     
    int waitTime = 10000;   // timeout 10 seconds 
    long startTimer = millis(); 
    boolean state = false; 
     
    while ((startTimer + waitTime) > millis()){ 
      Serial.print("."); 
      delay(100);       
      while (clientTCP.available()){ 
          char c = clientTCP.read(); 
          if (c == '\n'){ 
            if (getAll.length()==0) state=true;  
            getAll = ""; 
          }  
          else if (c != '\r'){ 
            getAll += String(c); 
          } 
          if (state==true){ 
            getBody += String(c); 
          } 
          startTimer = millis(); 
       } 
       if (getBody.length()>0) break; 
    } 
    clientTCP.stop(); 
    Serial.println(getBody); 
  } 
  else { 
    getBody="Connected to api.telegram.org failed."; 
    Serial.println("Connected to api.telegram.org failed."); 
  } 
  return getBody; 
} 
 
void handleNewMessages(int numNewMessages){ 
  Serial.print("Handle New Messages: "); 
  Serial.println(numNewMessages); 
 
  for (int i = 0; i < numNewMessages; i++){ 
    // Chat id of the requester 
    String chat_id = String(bot.messages[i].chat_id); 
    if (chat_id != chatId){ 
      bot.sendMessage(chat_id, "Unauthorized user", ""); 
      continue; 
    } 
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    // Print the received message 
    String text = bot.messages[i].text; 
    Serial.println(text); 
 
    String fromName = bot.messages[i].from_name; 
    if (text == "/photo") { 
      sendPhoto = true; 
      Serial.println("New photo request"); 
    } 
    if (text == "/lock"){ 
      String r_msg = lockDoor(); 
      bot.sendMessage(chatId, r_msg, ""); 
    } 
    if (text == "/unlock"){ 
      String r_msg = unlockDoor(); 
      bot.sendMessage(chatId, r_msg, ""); 
    } 
    if (text == "/start"){ 
      String welcome = "Welcome to the ESP32-CAM Telegram Smart Lock.\n"; 
      welcome += "/photo : Takes a new photo\n"; 
      welcome += "/unlock : Unlock the Door\n\n"; 
      welcome += "/lock : Lock the Door\n"; 
      welcome += "To get the photo please tap on /photo.\n"; 
      bot.sendMessage(chatId, welcome, "Markdown"); 
    } 
  } 
} 
 
void setup(){ 
  WRITE_PERI_REG(RTC_CNTL_BROWN_OUT_REG, 0);  
  Serial.begin(115200); 
  delay(1000); 
 
  pinMode(LOCK,OUTPUT); 
  pinMode(FLASH_LED,OUTPUT); 
  pinMode(BUTTON,INPUT_PULLUP); 
   
  digitalWrite(LOCK, LOW); 
   
  WiFi.mode(WIFI_STA); 
  Serial.println(); 
  Serial.print("Connecting to "); 
  Serial.println(ssid); 
  WiFi.begin(ssid, password);  
  clientTCP.setCACert(TELEGRAM_CERTIFICATE_ROOT);  
  while (WiFi.status() != WL_CONNECTED) { 
    Serial.print("."); 
    delay(500); 
  } 
  Serial.println(); 
  Serial.print("ESP32-CAM IP Address: "); 
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  Serial.println(WiFi.localIP()); 
 
  camera_config_t config; 
  config.ledc_channel = LEDC_CHANNEL_0; 
  config.ledc_timer = LEDC_TIMER_0; 
  config.pin_d0 = Y2_GPIO_NUM; 
  config.pin_d1 = Y3_GPIO_NUM; 
  config.pin_d2 = Y4_GPIO_NUM; 
  config.pin_d3 = Y5_GPIO_NUM; 
  config.pin_d4 = Y6_GPIO_NUM; 
  config.pin_d5 = Y7_GPIO_NUM; 
  config.pin_d6 = Y8_GPIO_NUM; 
  config.pin_d7 = Y9_GPIO_NUM; 
  config.pin_xclk = XCLK_GPIO_NUM; 
  config.pin_pclk = PCLK_GPIO_NUM; 
  config.pin_vsync = VSYNC_GPIO_NUM; 
  config.pin_href = HREF_GPIO_NUM; 
  config.pin_sscb_sda = SIOD_GPIO_NUM; 
  config.pin_sscb_scl = SIOC_GPIO_NUM; 
  config.pin_pwdn = PWDN_GPIO_NUM; 
  config.pin_reset = RESET_GPIO_NUM; 
  config.xclk_freq_hz = 20000000; 
  config.pixel_format = PIXFORMAT_JPEG; 
 
  //init with high specs to pre-allocate larger buffers 
  if(psramFound()){ 
    config.frame_size = FRAMESIZE_UXGA; 
    config.jpeg_quality = 10;  //0-63 lower number means higher quality 
    config.fb_count = 2; 
  } else { 
    config.frame_size = FRAMESIZE_SVGA; 
    config.jpeg_quality = 12;  //0-63 lower number means higher quality 
    config.fb_count = 1; 
  } 
   
  // camera init 
  esp_err_t err = esp_camera_init(&config); 
  if (err != ESP_OK) { 
    Serial.printf("Camera init failed with error 0x%x", err); 
    delay(1000); 
    ESP.restart(); 
  } 
 
  // Drop down frame size for higher initial frame rate 
  sensor_t * s = esp_camera_sensor_get(); 
  s->set_framesize(s, FRAMESIZE_CIF);  // 
UXGA|SXGA|XGA|SVGA|VGA|CIF|QVGA|HQVGA|QQVGA 
} 
 
void loop(){ 
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  if (sendPhoto){ 
    Serial.println("Preparing photo"); 
    digitalWrite(FLASH_LED, HIGH); 
    delay(200); 
    sendPhotoTelegram();  
    digitalWrite(FLASH_LED, LOW); 
    sendPhoto = false;  
  } 
 
 
  if(digitalRead(BUTTON) == LOW){ 
    Serial.println("Preparing photo"); 
    digitalWrite(FLASH_LED, HIGH); 
    delay(200); 
    sendPhotoTelegram();  
    digitalWrite(FLASH_LED, LOW); 
    sendPhoto = false;  
  } 
 
  if (millis() - bot_lasttime > BOT_MTBS) 
  { 
    int numNewMessages = bot.getUpdates(bot.last_message_received + 1); 
 
    while (numNewMessages) 
    { 
      Serial.println("got response"); 
      handleNewMessages(numNewMessages); 
      numNewMessages = bot.getUpdates(bot.last_message_received + 1); 
    } 
    bot_lasttime = millis(); 
  } 
} 

 
Before uploading the code, you have to enter the following details. 

 

// Replace with your network credentials 
const char* ssid = "WiFi Name"; 
const char* password = "WiFi Password"; 
 

Enter the WiFi name and password. 

 

// Initialize Telegram BOT 
String chatId = "XXXXXXXXXX"; //User ID 
String BOTtoken = 
"XXXXXXXXXX:XXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXX"; 
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