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Abstract 

Throughout my journey working on the Batik project, I have had the opportunity to gain valuable 

experience in a variety of cutting-edge technologies. From learning the ins and outs of Java and Java 

Spring Boot, to exploring the world of microservices and other tech stacks, I have consistently 

challenged myself to push the boundaries of what is possible. 

As I progressed through the internship, I took on increasingly complex tasks and responsibilities. One 

such task was the setup of a notification service, which included push notifications and in-app 

notifications, providing an unparalleled user experience. I also developed a smart search functionality 

for the Batik app, enabling users to easily search for products with typos, search tags, titles, and more. 

The implementation of this feature greatly enhanced the net user experience. I have also created a 

utility class that converts JRXML files to PDF files, which allows users to receive order receipts in 

response to their purchases. This feature further enhanced the user experience of the Batik application. 

In addition, I leverage my expertise to create API endpoints with best practices in mind, addressing all 

possible edge cases and vulnerabilities to ensure maximum security and functionality. I also resolved 

various bugs encountered in the Batik application, ensuring smooth and seamless operation for all 

users. 

Furthermore, I took on the challenge of integrating various third-party products with Batik, further 

enhancing the app's capabilities and functionalities. And on the frontend side, I added a pop-up feature, 

providing users with even more interactivity and engagement. 

Altogether, working on the Batik project has been an incredible educational experience for me, giving 

me the chance to learn about cutting-edge technologies and hone my expertise in a variety of areas such 

as Java, Java Spring Boot, AWS Lambda, React JS, and many more. 

I look forward to using the knowledge and skills I gained through playing a crucial part in the creation 

of this product. I am more equipped now to take on intriguing new tasks in the future.
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Chapter 1: - INTRODUCTION 

1.1 Introduction 

Technology has revolutionized every aspect of our lives; from the way we communicate to the way we 

shop. The Batik project is a prime example of this revolution, providing an intuitive, user-friendly app 

that enables users to browse and purchase high-quality batik products. 

As an intern working on the Batik project, I had the opportunity to gain valuable experience in a range 

of cutting-edge technologies. My work included the development of various features and functionalities, 

such as setting up a notification service that included push notifications and in-app notifications, creating 

a smart search functionality, and developing a utility class that converts JRXML files to PDF files for 

order receipts. 

In addition, I leveraged my expertise in API endpoints to address all possible edge cases and 

vulnerabilities, ensuring maximum security and functionality for the app. I also resolved various bugs 

encountered in the Batik application, ensuring smooth and seamless operation for all users. 

My work on the Batik project was a remarkable learning experience that allowed me to gain exposure to 

cutting-edge technologies such as Java, Java Spring Boot, AWS Lambda, React JS, and much more. I 

take pride in having played a vital role in bringing this product to life and look forward to using the 

knowledge and expertise I gained to tackle new and exciting challenges in the future. 

In this report, I will provide a detailed overview of the various features and functionalities I developed 

for the Batik project, including the implementation of the notification service, the creation of a smart 

search functionality, and the development of the utility class that converts JRXML files to PDF files. I 

will also discuss my approach to API endpoint development, bug fixing, and third-party integrations, 

highlighting the best practices I employed to ensure maximum security and functionality for the app. 

To speed up the development, testing, and deployment processes, we have used a variety of cutting-edge 

technologies and tools throughout the project, including:  

• Java Spring Boot 

Batik's backend uses Java Spring Boot, which has been previously explored. A well-known Java 

framework called Java Spring Boot simplifies the development of reliable and flexible online 

applications. It is a great choice for web application development because of its capabilities, 

which include automated configuration, dependency injection, and embedded servers. 
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Figure 1.1: - Spring Boot Logo 

• React 

Batik uses React, a popular JavaScript toolkit for creating user interfaces, to develop Batik's 

frontend. React provides a component-based architecture that makes it easier to create intricate 

user interfaces using reusable code. It also allows server-side rendering, making the application 

more effective and SEO-friendly. 

 

Figure 1.2: - ReactJS Logo 

• Amazon Web Services (AWS) 

Batik manages its servers with the help of AWS. An extensive range of services, including 

computation, storage, and databases, are offered by the AWS cloud computing platform. Batik 

may benefit from the cloud's scalability, dependability, and security characteristics by using 

AWS. 
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Figure 1.3: - AWS Logo 

• Firebase 

For delivering alerts, Batik uses Firebase. Authentication, hosting, and messaging are just a few 

of the services offered by Firebase, a platform for building mobile and online applications. Batik 

may notify users in real-time using Firebase, which makes the app more interesting. 

 

Figure 1.4: - Firebase Logo 

• Msg91/Amazon SNS 

Batik also sends messages to its users using Msg91/Amazon SNS. Both Msg91 and Amazon SNS 

are messaging systems that include SMS, email, and push alerts. Batik may deliver personalized 

messages to its consumers by utilizing these technologies, increasing user engagement and 

retention. 
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Figure 1.5: - MSG91 Logo 

• React Native 

Batik's mobile apps are built with React Native. React Native is a framework that allows 

developers to create native mobile applications using the React library. Batik can construct 

mobile apps for both the Android and iOS platforms with a single codebase, minimizing 

development time and effort. 

 

Figure 1.6: - React Native Logo 

 

As I have mentioned earlier, Batik application leverages various modern technologies and tools to build 

a scalable, robust, and engaging application. The application architecture follows the common modern 

web stack and uses cloud infrastructure to build scalable applications. Batik's backend service is built 

with Java Spring Boot, while the frontend client is built with React. The infrastructure layer is provided 
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by Amazon Web Services (AWS), and the application uses various third-party services like Firebase for 

sending notifications, and Msg91/Amazon SNS for sending messages to users. Additionally, React 

Native is used to build mobile applications for both Android and iOS. 

In the development of the Batik application, I have utilized various modern technologies and tools to 

create a robust, scalable, and engaging application. To achieve this, I have used a common modern web 

stack architecture that takes advantage of cloud infrastructure. The application is composed of a backend 

service built with Java Spring Boot, a frontend client built with React, and an infrastructure layer 

provided by Amazon Web Services (AWS). Additionally, I have incorporated various third-party 

services like Firebase for sending notifications, and Msg91/Amazon SNS for sending messages to users. 

Lastly, I have used React Native to build mobile applications for both Android and iOS devices. 

 

Regarding the backend service built with Java Spring Boot, I chose this popular framework for building 

Java-based web applications because it provides numerous features and tools to help quickly build 

RESTful web services. Specifically, Spring Boot comes with various pre-built components like Tomcat 

that assist in building and deploying web applications. Additionally, Spring Boot provides an embedded 

container, which eliminates the need to set up a separate server to host our application. 

The backend service handles all the business logic and data processing for the Batik application. It 

processes requests from the frontend client and performs any necessary computations or interactions with 

the database. Furthermore, it handles all interactions with third-party services like Firebase and 

Msg91/Amazon SNS. After processing, the backend service returns a response to the frontend client, 

typically in the form of JSON data. 

In creating the frontend client, I utilized React, a popular JavaScript library for building user interfaces. 

Its component-based architecture makes it easy to create complex UIs using reusable code. React also 

includes numerous performance optimizations that help the application run smoothly, even when dealing 

with large data sets or complex user interactions. 

The frontend client is responsible for rendering the user interface and handling user interactions. It 

communicates with the backend service through a RESTful API, sending requests and receiving 

responses in the form of JSON data. The frontend client also interacts with third-party services like 

Firebase and Msg91/Amazon SNS to handle tasks such as sending notifications and messages to users. 

The infrastructure layer is provided by AWS, a widely used cloud computing platform. AWS provides 

various services that help in building and deploying scalable applications. For example, we are using 
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Amazon EC2 to provide virtual servers to host our backend service and Amazon S3 for highly scalable 

object storage service to store files like images and videos. Also, we utilize AWS Elastic Beanstalk, 

which is a service that simplifies deploying and managing applications in the cloud. 

Lastly, React Native is utilized to create mobile applications for both Android and iOS devices. This 

framework for building mobile applications using React enables me to write mobile applications using a 

single codebase that can be deployed to both Android and iOS devices. React Native also includes 

performance optimizations that help the application run smoothly on mobile devices. 

 

In conclusion, Batik's architecture is a modern web stack that leverages cloud infrastructure and third-

party services to build scalable applications. The backend service built with Java Spring Boot handles 

business logic and data processing, while the frontend client built with React handles rendering the user 

interface and user interactions. The infrastructure layer provided by AWS provides the necessary 

infrastructure to host and deploy the application, while third-party services like Firebase and 

Msg91/Amazon SNS provide additional functionality like sending notifications and messages to users. 

Finally, React Native allows us to build mobile applications using a single codebase that can be deployed 

to both Android and iOS devices. 
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1.2 Problem Statement 

As a software developer at Batik, my goal is to continuously improve the Batik application by 

implementing new features that provide an optimal user experience. The problem statement requires me 

to work on smart search, notification service, order receipt generation, and messaging setup to enhance 

the application's functionality. To accomplish this task, I will follow best practices for software 

development, including writing maintainable and scalable code. 

Improving the Batik application requires careful planning and execution. As a software developer, I must 

consider the application's current state and identify areas where new features can be added to improve its 

overall functionality. For instance, implementing smart search functionality will enable users to easily 

find products that match their search criteria. Notification services will keep users informed about their 

orders, and messaging setup will enable users to communicate with each other in real-time. 

As a software engineer at Batik, I understand the need of designing scalable apps that can manage an 

increasing amount of data and traffic as the application expands. To achieve scalability, it is crucial to 

design the architecture of the application in a way that allows for modularization and loose coupling. 

One way to achieve this is through the use of a microservices architecture, where different services of 

the application are developed as independent modules that communicate with each other through APIs. 

This approach allows for better scalability as each service can be scaled independently based on its 

specific needs, without affecting other parts of the application. By following this approach, Batik can 

ensure that its application can handle increasing amounts of data and traffic, providing a seamless 

experience for its users. 

As a software developer at Batik, I understand the significance of writing maintainable code. Maintaining 

code means it is easily comprehensible and modifiable by other developers who may work on the project 

in the future. To achieve maintainability, I always use coding best practices such as meaningful variable 

names, code comments, and writing modular code. Furthermore, I ensure that the code is well-

documented and that there are guidelines for how to contribute to the codebase. This ensures that the 

codebase remains consistent and manageable over time. 

As a software developer at Batik, I understand the importance of creating documentation for the services 

we implement. It not only helps us to ensure consistency and compatibility with other services in the 

application but also makes it easier for future developers to understand and maintain the application. To 

achieve this, we create API contracts that outline the inputs and outputs of the service as well as its 

expected behavior. Moreover, we document the architecture of the application and how the different 
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services communicate with each other. This way, we can ensure that the application can be easily 

maintained and scaled in the future. 

As a software developer at Batik, I have developed various features for the application that are critical to 

its success. One of the features that I have worked on is the smart search functionality that allows users 

to easily find the products they are looking for. However, implementing this feature comes with 

challenges, such as handling typos in the search query. To address this, I have used techniques such as 

fuzzy search or approximate string matching to identify potential matches even when there are typos. 

Moreover, optimizing the search algorithm is crucial to ensure that it provides accurate results in a timely 

manner. 

Another important feature that I have implemented for the Batik application is the notification service. 

This service keeps users informed about important updates and events related to their account. To ensure 

that this service is scalable and reliable, I have used messaging platforms such as Firebase or Amazon 

SNS. These platforms provide a reliable way to send notifications to users across different platforms and 

devices. In-app notifications are also important as they allow users to receive notifications even when 

they are not actively using the application. 

Generating order receipts in PDF form is another feature that I have developed for the Batik application. 

To achieve this, I have used libraries such as JasperReports that provide an easy way to generate PDF 

documents from structured data. Designing the JRXML file for the order receipt in a way that is easy to 

modify and maintain over time is also important. 

Moreover, I have implemented a messaging setup that allows the Batik application to communicate with 

users via SMS. To ensure that the messaging service is scalable and reliable, I have used messaging 

platforms such as msg91 or Amazon SNS. 

In addition to implementing these features, it is crucial to create documentation for the services 

implemented. Writing API contracts for the required services is important to ensure that the services are 

consistent and compatible with other services. Considering the use cases and requirements of the services 

when writing API contracts is crucial. Defining the inputs, outputs, and error messages for each API 

endpoint is essential. 

Ensuring the security of the Batik application is also a critical task. Protecting sensitive user data, 

preventing unauthorized access to the application, and ensuring that the application is resistant to attacks 

such as SQL injection and cross-site scripting (XSS) attacks are essential. To address these challenges, I 
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follow security best practices such as using secure authentication mechanisms, encrypting sensitive data, 

and implementing input validation. 

Working as a software developer at Batik requires addressing various challenges, including 

implementing features, writing scalable and maintainable code, creating documentation, ensuring 

security, and collaborating with other teams and stakeholders. To address these challenges, I follow best 

practices for software development, stay up-to-date with the latest technologies and trends, and 

collaborate effectively with other team members and stakeholders. By doing so, I can help to ensure that 

the Batik application is a high-quality, reliable, and user-friendly platform that meets the needs of its 

users. 
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1.3 Objectives 

As a software developer at Batik, my main goal is to continuously enhance the Batik application by 

implementing new features and improving the existing ones. To achieve this objective, I must ensure that 

the code I write is of high-quality and maintainable by following industry-standard best practices. This 

includes using meaningful variable names, writing modular code, and commenting on the code. 

Additionally, I must make sure that the code is well-documented, and there are guidelines for contributing 

to the codebase, to maintain consistency over time. 

To achieve our goals, we must also prioritize the development of new features, which should be relevant 

and useful to our users. When developing new features, we must consider various factors such as user 

requirements, resource availability, and timelines. It is important to communicate effectively with other 

team members and stakeholders to gather feedback and ensure that we are meeting their expectations. 

To achieve this objective, the development team will need to focus on several key areas: 

Feature development 

I am dedicated to continuously updating and enhancing the Batik application to ensure that it meets the 

evolving needs of its users. One of my priorities is to implement new features and refine existing ones, 

both on the front-end and back-end of the application. This includes improving the smart search feature 

to handle typos and inaccuracies more effectively, as well as optimizing the notification system to ensure 

that users receive timely and relevant updates. 

To achieve these goals, I will work closely with the rest of the development team and stakeholders to 

gather feedback and identify areas for improvement. I will also use best practices for software 

development and documentation to ensure that the codebase remains maintainable and scalable over 

time. 

Best practices  

As a developer at Batik, I understand the importance of maintaining a codebase that is not only scalable 

but also easy to maintain. To achieve this, I make sure to follow best practices for coding standards, 

version control, and testing. This means writing clean, well-documented code that adheres to established 

coding standards and utilizing version control systems like Git to manage changes and collaborate 

effectively with other developers. 
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In addition, I understand the need of testing throughout the development process to discover bugs early 

and guarantee that the code is operating as planned. I write unit tests to ensure that individual pieces of 

code work properly, and I also perform integration testing to ensure that all components work together 

smoothly. 

Documentation 

As a software developer, I understand the importance of comprehensive documentation in any software 

development project, including the Batik application. Documentation plays a crucial role in ensuring that 

future developers can easily understand and build upon the existing codebase. 

The documentation for the Batik application should cover all aspects of the software, including front-end 

and back-end components, as well as API contracts and technical documentation. This will enable 

developers to gain a clear understanding of the system's different features and how its various 

components interact with one another. 

It is essential to emphasize that documentation is not just for the current development team but also for 

future developers who may work on the project. Proper documentation provides them with the necessary 

knowledge to maintain and enhance the codebase effectively. 

To achieve this, the development team should follow best practices for documentation, including creating 

detailed code comments and user manuals. Additionally, they should ensure that the documentation is 

always up-to-date and accurately reflects the current state of the codebase. 

Quality assurance 

As a software developer, I understand the importance of quality assurance in the Batik application 

development process. That's why I prioritize quality assurance at every stage of the development process. 

I employ various testing methodologies like unit testing, integration testing, and automated testing to 

ensure that the Batik application is error-free and meets the required standards. 

Furthermore, I regularly conduct code reviews and debugging to identify and fix any bugs or issues in 

the codebase. By doing so, I ensure that the application is functioning as intended and is free from any 

glitches or errors that could negatively impact the user experience. 

In conclusion, ensuring quality assurance in the Batik application is essential to create a stable and 

reliable product. 
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User experience  

As the developer of Batik, I understand that the satisfaction of our users is the ultimate goal of our 

software application. To achieve this, we must continuously seek and consider feedback from our users 

to improve the application's features and functionality. By doing so, we can ensure that the application 

meets the needs of our users, and they can enjoy a seamless and positive user experience. 

We must be proactive in seeking user feedback, whether through surveys, feedback forms, or other means 

of communication. Once we receive the feedback, we must analyze and prioritize the issues based on 

their impact on user experience and the feasibility of implementing a solution. By incorporating user 

feedback into our development process, we can continuously improve the application. 

Handle blunders nimbly 

My objective is to ensure that the Batik application handles errors efficiently, including handling invalid 

input data, dataset errors, and formatting errors. By handling errors smoothly, the application can provide 

clear error messages to users and prevent unexpected behaviors.  

Secure the Programming interface  

My objective is to ensure the security of the Batik application by implementing validation and 

authorization procedures. Validation ensures that only authorized users can access the application's 

Programming interface, while authorization ensures that users can only access the resources they are 

authorized to access. These measures improve the security of the application and prevent unauthorized 

access to sensitive data.  

Enhance information base execution 

My final objective for Batik application is to optimize the database performance by implementing 

indexing and enhancing database queries. As a developer, I have a responsibility to make sure the 

database queries are executed efficiently, leading to faster response times for the API endpoints. By 

optimizing the database, we can enhance the overall performance of the application and provide a better 

user experience to our clients. 

 

So, as the developer of Batik, I am committed to continuously improving the application by implementing 

new features and enhancing existing ones to meet the evolving needs of our users. My focus is on 
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improving not only the front-end but also the back-end functionality of the application. This includes 

refining the smart search feature and optimizing the notification system, among others. 

To make sure that the codebase of Batik is maintainable and scalable, I adhere to best practices for coding 

standards, version control, and testing. I employ methodologies such as Agile and DevOps that prioritize 

collaboration and continuous improvement. Comprehensive documentation is also a critical component 

of the development process. I understand that the importance of documentation cannot be overstated as 

it provides a clear understanding of the code structure, purpose, and implementation details to the 

development team and any future developers. 

Quality assurance is crucial to ensure that Batik functions without errors. I conduct unit testing, 

integration testing, and automated testing, as well as regular code reviews and debugging to ensure that 

Batik performs to the highest standard. 

I believe that the success of Batik depends on the satisfaction of its users. That's why I make sure to 

continually solicit feedback and incorporate it into future iterations of the application. By understanding 

the needs of our users and working towards meeting those needs, I am confident that Batik will continue 

to grow and thrive. 
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1.4 Methodology 

To achieve the objectives stated earlier, I will be implementing a systematic and comprehensive 

methodology. This methodology will involve the use of best practices in software development, project 

management, and quality assurance. By implementing these practices, we will deliver a high-quality, 

scalable, and maintainable solution for Batik. 

Effective communication, collaboration, and documentation will be prioritized to ensure that all team 

members are aligned and project requirements are clearly defined and met. This approach will ensure 

that we deliver a robust and reliable solution that meets the needs of Batik and its users. By following 

this methodology, we will guarantee the success of the project and achieve the desired outcome. 

Identify user needs and prioritise feature development  

I understand the importance of ensuring that the application meets the needs of its users. To achieve this, 

I have conducted user research and analysis to identify their pain points and areas that need improvement. 

During this research, I gathered feedback from a range of users to gain insight into their experience with 

the application. Through this process, I have identified several areas where the application can be 

improved to better meet their needs. These insights have helped me to better understand the needs of our 

users and to prioritise feature development accordingly. 

Based on this research, I am confident that we can enhance the user experience of the Batik application 

by implementing changes that address the most pressing user needs. Through effective collaboration and 

communication with our team and stakeholders, we can ensure that these changes are integrated smoothly 

into the application, resulting in a more user-friendly and successful product. 

Adopt best practices for coding standards and version control 

To ensure that the Batik application's codebase is maintainable and scalable, I will follow best practices 

for coding standards and version control. I will establish coding conventions for naming, formatting, and 

documentation and implement a version control system to manage changes to the codebase. By following 

these practices, the code will be consistent and easy to maintain, and we can ensure that any changes to 

the codebase are properly managed and tracked.  

Additionally, I will adopt agile development practices, which encourage collaboration, flexibility, and 

continuous improvement, to ensure that the team can adapt to changing requirements and deliver high-

quality features in a timely manner. 
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Implement comprehensive testing and debugging 

As a developer working on the Batik application, I understand that comprehensive testing and debugging 

is crucial for ensuring that the application functions reliably and securely. To achieve this, I will 

implement rigorous testing procedures such as unit testing, integration testing, and automated testing. 

These tests will help me identify any potential issues and fix them before the application is released to 

the public. 

I will perform regular code reviews to identify any potential bugs or errors in the codebase. This will 

enable me to make necessary changes and ensure that the application functions as intended. By following 

these best practices for testing and debugging, I can help ensure that the Batik application is of high 

quality and meets the expectations of its users. 

Ensure scalability and maintainability 

I understand the importance of ensuring that it remains scalable and maintainable. To achieve this, I will 

focus on designing the architecture of the application to be modular and flexible. By implementing a 

clear separation of concerns and well-defined APIs, I can ensure that the application remains flexible and 

adaptable to future changes. 

To ensure that the application can handle increasing user traffic, I will focus on implementing load testing 

to identify and address performance bottlenecks. Additionally, I will implement monitoring and alerting 

systems to identify issues in real-time and take proactive steps to address them. 

Another crucial factor in maintaining the application's long-term scalability and maintainability is to 

prioritise clean code practices. I will follow coding conventions for naming conventions, formatting, and 

documentation. I will also implement a version control system to manage changes to the codebase and 

follow agile development practices, emphasising collaboration, flexibility, and continuous improvement. 

Provide comprehensive documentation 

I believe that comprehensive documentation is crucial to ensure the long-term maintainability and 

scalability of the Batik application. As a member of the development team, I would make sure to provide 

thorough documentation for both the front-end and back-end components of the application. 

For the front-end, I would document the user interface, design patterns, and component library. This 

documentation would include naming conventions, coding standards, and guidelines for implementing 

new features or modifying existing ones. 
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For the back-end, I would document the APIs, data models, and system architecture. This documentation 

would include how to access the APIs, how to interact with the data models, and the overall structure of 

the system. Additionally, I would ensure that the documentation is up-to-date and that it accurately 

reflects the current state of the application. 

I would also ensure that user documentation is provided to help users understand how to use the 

application effectively. This documentation would include instructions on how to use the features of the 

application, as well as any tips or best practices that would help users get the most out of the application. 

Continuously solicit feedback and incorporate it into future iterations 

To ensure that the Batik application continues to meet the needs of its users over time, it's important to 

continually solicit feedback and incorporate it into future iterations of the application. The development 

team should establish regular channels for feedback, such as surveys, user testing, and customer support. 

The team should also analyse feedback and incorporate it into future iterations of the application. 

As I develop the Batik application, I aim to follow a systematic and comprehensive methodology to 

ensure its success. To achieve this, I plan to prioritize the needs of users by conducting user research and 

analysis to identify areas for improvement. Additionally, I will adopt best practices for coding standards 

and version control by establishing coding conventions and implementing a version control system. By 

following this methodology, I believe that I can improve the Batik application in a systematic and 

comprehensive way. Continuous feedback and iteration will be incorporated to ensure that the application 

remains relevant and effective over time. 

Smart Search 

Requirements Gathering 

To implement smart search using Hibernate Search, the first step is to gather requirements from the 

business stakeholders. As a developer, I will work with them to understand the key search criteria, data 

sources, and the expected user experience.  

This will ensure that the search functionality meets the needs of the users and the business. It's important 

to gather all the necessary requirements to ensure that the search feature is implemented efficiently and 

effectively. 

Data Model Design 
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When implementing smart search using Hibernate Search, it is important to design the data model for 

search. This includes defining the search index, which consists of the fields to be indexed and the analyser 

to be used for text analysis, including support for typos. As the data model is the backbone of the search 

functionality, it is important to ensure that it is designed to meet the needs of the users and the business 

stakeholders. 

Technology Selection 

For implementing smart search with typos, I have decided to use Hibernate Search as the search 

technology. Hibernate Search is a search engine that is integrated with Hibernate ORM, which provides 

a powerful and flexible search engine. It supports features such as full-text search, fuzzy matching, and 

automatic indexing, which make it a great choice for implementing smart search with typos. With 

Hibernate Search, I will be able to build a search index with specific fields to be indexed, and an analyser 

that can handle text analysis, including support for typos. 

Implementation 

I will be responsible for implementing smart search using Hibernate Search. To achieve this, I will follow 

the below steps: 

• Map the Batik application's entities to the search index using annotations or XML configuration 

to establish the connection between the Hibernate ORM and the search engine. 

• Add a Hibernate Search query to the search functionality to search for data efficiently. 

• Configure the analyser to handle typos and spelling errors to improve the accuracy of the search 

results. 

• Index the data with the search engine to create an index that stores the information of the 

documents or data. 

Testing 

As the developer of the smart search implementation in Batik, I will conduct rigorous testing to ensure 

that the search functionality is working as intended. This will include testing various keywords with typos 

to ensure that the search engine can handle spelling errors and fuzzy matching. Additionally, I will verify 

that the results returned are relevant and accurate, matching the expectations of the business stakeholders 

and users. Testing will be performed at each step of the implementation process to ensure that any issues 

are identified and resolved promptly. 

Deployment 
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I will deploy the smart search functionality to a production environment to make it available for use by 

users. Before deploying, I will ensure that the production environment meets the necessary system 

requirements for running the application. Once the environment is ready, I will deploy the application 

and perform testing to ensure that the search functionality is working as expected in the production 

environment. 

To ensure that the search results are up-to-date, I will periodically update the search index with any new 

data that has been added to the application. This will help to ensure that the search results remain relevant 

and accurate over time. Additionally, I will monitor the search functionality in the production 

environment to ensure that it continues to perform well and meets the needs of the users. 

Maintenance 

As the developer of the Batik application, I understand that regular maintenance is crucial to ensuring 

the continued functionality of the smart search feature. To this end, I will periodically monitor the search 

performance to identify and address any issues that may arise. Additionally, I will update the search 

index to ensure that the results remain up-to-date and relevant to the needs of the users. 

Also, I will work closely with the business stakeholders to understand their evolving needs and 

requirements for the search functionality. This will enable me to make any necessary adjustments and 

improvements to the search engine to ensure that it continues to meet their needs effectively. I will also 

stay up-to-date with the latest developments in search technology to ensure that the Batik application 

remains competitive and cutting-edge. 

 

In conclusion, I believe that implementing smart search with Hibernate Search in Java Spring Boot with 

typos requires a well-defined methodology that includes several important steps. The first step is to gather 

requirements from the business stakeholders, which involves identifying the key search criteria, data 

sources, and expected user experience. 

 Once we have the requirements, we move on to designing the data model for search. This involves 

defining the search index, including the fields to be indexed and the analyser to be used for text analysis, 

including support for typos. 

By following this well-defined methodology, we can ensure that the search functionality meets the needs 

of the users and the business and remains reliable, scalable, and maintainable over time. 
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Push Notifications 

Setup Firebase Project 

To set up push notifications for a mobile app using Firebase, I will first need to create a Firebase project 

in the Firebase console. After creating the project, I will enable the Firebase Cloud Messaging (FCM) 

service in the project settings. This step is essential as it provides the necessary API keys and credentials 

required for sending push notifications. 

Add Firebase SDK to the project 

To enable communication between my Spring Boot application and Firebase, I need to add the Firebase 

Admin SDK to my project dependencies. To do this, I will add the Firebase SDK dependency to my 

project's build configuration file, which is usually either the pom.xml file for Maven or the build.gradle 

file for Gradle. By adding the Firebase SDK dependency to my project, I will be able to make use of the 

Firebase Cloud Messaging API in my Spring Boot application. 

Configure Firebase Credentials 

To authenticate the Spring Boot application with the Firebase project, we need to add the Firebase 

project's credentials to the application. I will create a service account in the Firebase console to download 

the JSON file containing the credentials. Then, I will add the JSON file to the application's classpath and 

load the credentials programmatically in the code. 

To do this, I will navigate to the Firebase console and select the project I created earlier. Then, I will go 

to the project settings and select the "Service accounts" tab. From there, I can create a new service account 

by clicking the "Generate new private key" button. This will download a JSON file containing the 

credentials for the service account. 

Next, I will add the JSON file to the Spring Boot application's classpath, typically under the resources 

folder. Then, I will load the credentials programmatically in the application code by using the Firebase 

SDK. This can be done by calling the FirebaseApp.initializeApp() method with the path to the JSON file 

as a parameter. This will initialize the Firebase SDK with the credentials from the JSON file and allow 

the Spring Boot application to communicate with the Firebase project. 

Implement Push Notification Service 

To enable push notifications in the Spring Boot application, I will implement a push notification service 

that sends notifications to the FCM service using the Firebase Admin SDK. This service can be 
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implemented as a Spring Bean, which can be easily integrated into other components of the application 

that require push notification functionality. 

To create the push notification service, I will use the FirebaseMessaging class provided by the Firebase 

Admin SDK. This class provides methods for sending push notifications to specific devices or groups of 

devices, as well as methods for customizing the content and behavior of the notifications. 

Once the push notification service is implemented, I can use it to send notifications to users based on 

specific events or triggers in the application. For example, I can send a notification to a user when they 

receive a new message, when their account is updated, or when a new feature is added to the application. 

Therefore, implementing a push notification service in a Spring Boot application with Firebase requires 

a few simple steps, including adding the Firebase SDK to the project, configuring Firebase credentials, 

and implementing the push notification service itself. By following these steps, I can enable push 

notifications in my application and provide a more engaging and personalized experience for my users 

Send Push Notifications 

Once the push notification service is implemented, co-developers can use it to send push notifications to 

mobile devices. To send a push notification, the service should be called with the appropriate message 

payload, which includes the notification title, body, and other optional fields such as the image URL or 

deep link URL. 

Test and Debug 

As the developer of the push notification service, I must test and debug it thoroughly to ensure that it 

functions as expected. Testing can be performed by sending test notifications to a device or emulator 

using the Firebase Console. I will also add logging to the push notification service and other components 

of the application to facilitate debugging in case any issues arise. 

In summary, setting up push notification service using Firebase in Java Spring Boot involves creating a 

Firebase project, adding the Firebase SDK to the project, configuring Firebase credentials, implementing 

a push notification service, and testing and debugging the service to ensure it's functioning correctly. 

In-App Notifications 

Define Notification Model 

When implementing in-app notifications, the first step is to define the notification model. As the name 

suggests, the notification model will contain all the necessary information about a notification, including 
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its content, recipient, and timestamp. This model will be used to create new notifications and retrieve 

existing ones from the database. Therefore, it is important to define the notification model carefully and 

ensure that it includes all the relevant fields and information. 

Create Notification Service 

To build in-app notifications, I must first develop a Notification Service that will deliver messages to the 

right recipients. This service will be in charge of identifying which users should get certain alerts based 

on criteria such as their preferences, platform activity, and other relevant information. 

The Notification Service should be structured to take input from other services and components of the 

application. For example, if a user publishes a new post or sends a new message, the Notification Service 

should be triggered to send relevant alerts to the right recipients. 

In addition, the Notification Service should manage notification storage and retrieval. It should be able 

to generate new alerts depending on the notification model described before. 

Implement Notification Triggers 

As the developer, I will need to implement notification triggers to prompt the Notification Service to 

send notifications when certain events occur. These events can range from a user receiving a new 

message to a new post being published on the platform. The Notification Service will need to be 

configured to listen for these triggers and send the relevant notifications to the intended recipients. I will 

need to carefully consider which events should trigger notifications and ensure that the triggers are 

appropriately set up to send notifications in a timely and relevant manner. 

Configure Notification Settings 

It is critical to configure notification settings to guarantee that users get notifications according to their 

preferences. As a developer, I need to make sure that users may choose the sorts of alerts they get and 

how they receive them. Some users, for example, may like to get notifications immediately, while others 

may prefer to receive them once a day. 

To create in-app notifications using Java Spring Boot, I need to be well-versed on the Spring framework 

and associated technologies such as Hibernate and JPA. Furthermore, expertise in mobile app 

development and push notification systems may be advantageous. 

In addition, I must follow best practises for security and performance while adding in-app alerts to 

guarantee that the application runs smoothly and safely. 
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PDF Receipt 

Design the JRXML file 

The first step in creating a PDF receipt is to develop a layout design for the receipt using a JRXML file. 

The JRXML file is an XML-based file format used by JasperReports to define the report layout. The 

JRXML file contains a variety of features, including text fields, tables, static text, and graphics, which 

will be used to build the receipt. I will create the JRXML file with the required data like as Order ID, 

Order Date, Product Name, Quantity, Price, Total Amount, and so on. This stage is crucial because it 

establishes the basis for the general style and layout of the receipt. 

Install JasperReports Library 

I am going to describe the process of installing the JasperReports library in a Java Spring Boot project to 

generate PDF documents. To start with, the JasperReports library is an open-source Java reporting library 

that has the ability to create complex reports and export them in various formats such as PDF, CSV, and 

HTML. JasperReports is an open-source Java reporting library that can be used to generate PDF 

documents. I have installed the JasperReports library in your Java Spring Boot project.  

Create a Java Class for PDF Generation 

To generate a PDF receipt from the JRXML file, I need to create a Java class that can utilise the 

JasperReports library. The class should contain a method that can take order data as input and populate 

the JRXML template with it. This method can then generate a PDF file as output. 

To create the PDF generation Java class, I will start by importing the required libraries including the 

JasperReports library. Then, I will create a method that takes in the order data and the JRXML file path 

as input parameters. Inside this method, I will create a JasperPrint object that will hold the generated 

report. 

Using the JasperPrint object, I will fill the report with the order data by passing it to the fillReport() 

method. After this, I will use the JasperExportManager to export the report as a PDF file. 

Once I have generated the PDF receipt, I can save it to a desired location or send it as an attachment in 

an email. By creating this PDF generation Java class, I can easily generate PDF receipts for any order 

data using the JRXML template. 

Fill the JRXML with Data 
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I'll write a method in the Java class to populate the JRXML file with order data. I'll use the 

JRBeanCollectionDataSource class to pass data in the form of a Java List. This class will aid in the 

conversion of the Java List to a JRDataSource, which will then be used to populate the JRXML file. 

Generate the PDF File 

I'll use the JasperPrint and JasperExportManager classes to build the PDF file from the JRXML template. 

I'll make a JasperPrint instance, handing it the filled JRXML file and the data source. The 

JasperExportManager class will then be used to export the JasperPrint instance as a PDF file. I may 

define the name and path of the output file, as well as export settings such as page size, orientation, and 

compression choices. The PDF file will be stored in the selected place after the export is complete. 

Integrate with the Application 

To integrate the PDF generation functionality with your Java Spring Boot application, I can create a 

RESTful API endpoint that will accept the data of the order and generate the PDF receipt. This API 

endpoint can be created using the Spring MVC framework. I can also integrate the functionality with the 

order processing workflow so that the PDF receipt is automatically generated when an order is placed. 

To achieve this, I need to define an API endpoint that will accept the order data. I can then call the PDF 

generation class to generate the PDF receipt using the order data. I can then return the PDF file to the 

client as a response. Additionally, I can integrate the PDF generation functionality with the order 

processing workflow by calling the PDF generation class when the order is placed. 

To make it easier to integrate the PDF generation functionality with the application, I can create a separate 

service class that will handle the PDF generation. This service class can be injected into the controller or 

the order processing workflow class. This will help in keeping the code modular and easy to maintain. 

Overall, integrating the PDF generation functionality with the Java Spring Boot application will enhance 

the user experience and make it easier to manage the order processing workflow. 

Test and Refine 

After incorporating the PDF creation feature into your Java Spring Boot application, extensively test the 

functionality to ensure that the PDF receipts are correctly created. Refine the functionality as needed 

depending on testing input. 

You may effectively create PDF receipts from JRXML files in your Java Spring Boot application by 

using this process. 
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MSG91 Integration 

Sign up for MSG91 service 

To utilize the MSG91 service for sending SMS messages, I need to sign up for an account. This involves 

visiting the MSG91 website and creating an account. Once I have created an account, I will be provided 

with an authentication key that I can use to send SMS messages. 

Add MSG91 dependency 

The next step is to include the MSG91 dependency in your Java Spring Boot project. You may include 

the dependency in your project's pom.xml file. 

Configure MSG91 properties 

To use the MSG91 service in your Java Spring Boot project, I  must configure the MSG91 settings in the 

application.properties file. After including the MSG91 dependency in batik project, I need to configure 

the authentication key, sender ID, and other SMS-related parameters in the application.properties file. 

This is accomplished by supplying the property name and value in the file.  

Create a message service 

The next step is to construct a messaging service that would manage SMS message transmission using 

MSG91. You may develop a service class with an SMS message sending function.  

Use message service 

Finally, you may utilise the messaging service in your Java Spring Boot application to send SMS texts. 

To send SMS messages, inject the messaging service into your controller or service classes and invoke 

the sendSms() function. 

Finally, by following these easy steps, you may integrate MSG91 into your Java Spring Boot application. 

With the proper setup and configuration, you can utilise MSG91 to efficiently and effectively send SMS 

messages to your consumers. 

 

 

 



25 
 

1.5 Organization 

Batik is a cutting-edge platform that provides a full employee benefits marketplace, making it easy to 

administer employee benefits. With the growing relevance of employee benefits, strategic reward and 

recognition, and wellness programmes, Batik seeks to assist contemporary businesses in redesigning their 

employee experience in order to attract and retain top talent. 

 

Figure 1.7: - Batik Logo 

Batik's user-friendly benefits marketplace provides a wide selection of alternatives to meet the individual 

needs of businesses, making it simpler than ever to create tailored benefit packages that will improve 

workers' lives. The platform is intended to expedite and simplify employee benefit administration, 

allowing HR directors to focus on other critical responsibilities. 

We take pleasure at Batik in providing a superior incentives and benefits experience for both HR 

management and workers. Our platform provides a simplified, hassle-free approach for HR directors to 

administer employee benefits, allowing them to focus on other vital duties. Our team is committed to 

staying ahead of the curve and creating new workplace solutions. As a forward-thinking, fast-growing 

company, we are keen to collaborate with enthusiastic HR experts who share our vision of a better future 

of work. 

The emphasis on mental health resources in the workplace is one of the most important features of Batik's 

employee benefits industry. Because mental health is still stigmatised in the workplace, employees 

frequently struggle to gain access to the supports they require to manage their mental health. Batik 

provides a complete employee benefits marketplace that includes wellness programmes and resources to 

promote mental health, allowing HR executives to provide their employees with the mental health 

resources they require to properly manage their mental health. 

Batik also recognises the need of generational diversity in employee benefits, since there are four 

generations in the existing workforce, each with varied demands and preferences. Batik's platform 

provides a flexible and adaptable approach to benefits to match the different demands of today's 

workforce. Employees have the ability to select the benefits they value, allowing them to customise their 

benefits to their individual need. This strategy returns authority to the employees, resulting in enhanced 

job satisfaction and engagement. 
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Employee perks may not necessarily have to be expensive. You may meet your company's financial goals 

while also maintaining employee happiness with a low-cost package. A well-designed employee benefits 

plan will almost certainly save you money due to enhanced productivity and worker retention.  

A lack of adequate financial help will only make dealing with health-related issues more difficult. 

Unsurprisingly, every employee is concerned about whether their employer provides comprehensive 

health care and insurance. 

Financial health programmes assist employees in combating the increased financial stress they 

experience today. Most employees increasingly recognise the significance of financial health benefits, 

especially in light of the pandemic. More than 75% of those polled claimed they were facing financial 

difficulties. 

As a result, in light of current troubling times, financial wellness benefits must be incorporated in the 

employee benefits package. It might help the organisation promote higher levels of employee 

engagement and loyalty.   

Employers may now ensure their employees' financial security with 10-minute fast pre-approval cash 

loans. Because of Batik's easy connectivity with your HRMS account, your employees may request fast 

cash loans whenever and wherever they choose. This saves them from having to wait for a lengthy 

verification procedure. Because Batik's quick cash loans are geared to specific needs and need minimal 

verification, your employees may receive loans immediately into their bank accounts. 

A wide selection of fitness incentives ensures the employee's physical and mental condition. Yoga 

classes, gym memberships, online healthcare services, and other fitness-related incentives can be given. 

Batik's adaptive fitness programmes from Cultfit minimise workplace stress and support healthy living, 

allowing your employees to function at their best at work. Using batik, your employees can choose the 

training regimens that best suit their demands at cheap prices. 

Gift certificates are a quick and inexpensive way to recognise your employees for their efforts. According 

to a survey conducted by the Incentive Research Foundation, 44% of employees believe that gift cards 

are the best rewards to get, while 27% agree. 

With discounts on over 200+ firms, Batik's platform is the right spot for your employees to pick the 

employee discounts they want at the moment they need them. Because of Batik's simple approach, your 

employees can effortlessly pick and redeem gift cards whenever it is convenient for them. 

• Staying current in a changing market 
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HR departments now have more work obligations as a result of legal changes. Many human 

resource professionals must balance their daily duties with the need to learn new positions, skills, 

and legislation. This requires keeping employment records accurate in their collection and 

management. When there are various laws and regulations to obey, corporations are more likely 

to face legal action, financial penalties, and fines, particularly when it comes to acknowledging 

healthcare. 

• Helping employees understand benefits 

Employees may find it difficult to investigate this business on their own because there are so 

many benefits and packages accessible. HR managers must tell employees about the various 

benefits and which packages offer the best chances for them and their families in order to boost 

employee engagement and retention. 

• Appealing to different demographics 

Many organisations offer age-appropriate benefits to their employees. There are, however, some 

benefits and rewards that are exclusive to various generations. Only after significant consultation 

and awareness of the expectations of each generation of employees can the required benefits be 

supplied. 

Employee engagement refers to employee investment in the firm, also known as employee journey, 

employee experience, workplace engagement, and so on. Employers profit when their workers invest in 

them mentally, emotionally, and financially. Improving employee experience and engagement is a top 

priority for 93% of Indian HR professionals. 

Historically, performance management has been described as the practise of regularly reviewing an 

employee's performance at work in light of previously established goals. 

Despite the fact that performance management and employee engagement have traditionally been judged 

and tracked separately, organisations are increasingly combining the two as the importance of employee 

engagement on organisational and individual performance becomes obvious. 

Organisations may enhance employee engagement by creating a positive work environment and 

implementing efficient performance management. The primary difficulties that firms are now dealing 

with are worker skill shortages and employee retention. If companies want to make sound recruiting 

decisions, they must focus on building an optimal performance management cycle to recognise, reward, 

and retain their finest employees. It is critical to appreciate the efforts of all employees, not just those 
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that excel. To secure the company's long-term success, this will drive all employees to reach their full 

potential.  

Finally, Batik's employee benefits marketplace prioritises employee demands and understands the need 

of a flexible and customised approach to benefits in order to develop a highly engaged staff. Batik wants 

to assist contemporary firms update their employee experience in order to attract and retain top talent by 

providing a comprehensive platform that includes mental health resources, wellness programmes, and 

personalised perks. The platform's user-friendly design streamlines and simplifies employee benefit 

administration, allowing HR directors to focus on other critical responsibilities. HR executives can build 

a culture of transparency and support by collaborating with Batik, resulting in higher productivity and a 

more engaged team. 
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Chapter 2: - LITERATURE SURVEY 

2.1 Introduction 

Java Spring Boot is a popular framework for developing Java web applications. It has a variety of 

advantages, including simple configuration, simpler dependency management, and quick application 

development.  

Spring Boot is built on top of the Spring Framework, which is a popular choice for corporate application 

development owing to its modular architecture and extensive feature set. 

React is a well-known JavaScript front-end library for creating user interfaces. It has several advantages, 

including as quick rendering, component reuse, and a declarative programming paradigm. Because React 

enables developers to easily design rich user interfaces, it is a popular choice for current web 

development. 

AWS (Amazon Web Services) is a cloud computing platform that offers a variety of services such as 

computation, storage, and database services. AWS is well-known for its scalability and dependability, 

making it an appealing alternative for large-scale applications requiring high availability and 

performance. 

Firebase is a mobile and online application development platform that offers a variety of services such 

as hosting, authentication, database management, and cloud messaging. Firebase is well-known for its 

simplicity of use and real-time data synchronization features, making it a popular choice for mobile and 

online application development. 

Msg91 and Amazon SNS are both messaging platforms that offer APIs for sending SMS and other sorts 

of communications. These services are extensively utilized in applications that demand real-time 

connection with consumers, such as chat apps, e-commerce platforms, and delivery tracking systems. 

React Native is a popular framework for developing mobile applications with the React library. It enables 

developers to utilize a single codebase to create apps for both iOS and Android, saving time and money.  

React Native, like React, provides rapid rendering, component reuse, and a declarative programming 

approach.  

Overall, the technologies utilized to provide features for Batik are well-known in the software 

development industry for their dependability, scalability, and ease of use. Batik is able to give its clients 

with a contemporary and user-friendly online purchasing experience by using these technologies. 
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2.2 Existing Undertaking 

"Spring Boot - a new face of spring framework" by M. Kordos and M. Lewandowski. This paper 

discusses the advantages of using Spring Boot for developing web applications, including its ease of use, 

flexibility, and speed. 

"Securing APIs: A Practical Guide to Strategies and Best Practices" by Akshay Aggarwal. This book 

covers various security strategies and best practices for securing APIs, including authentication and 

authorization, input validation, and API key management. 

"Kubernetes: Up and Running: Dive into the Future of Infrastructure'' by Brendan Burns, Joe Beda, 

and Kelsey Hightower. This book provides an overview of Kubernetes, a popular container orchestration 

platform that can be used to deploy and manage APIs. It covers topics such as container networking, 

scaling, and rolling updates, which are relevant to the Batik. 

"Effective Logging in Distributed Systems" by Cindy Sridharan. This article covers best practices for 

logging in distributed systems, which can be useful for ensuring the reliability and maintainability of the 

Batik. It covers topics such as log aggregation, structured logging, and log analysis. 

"React: A JavaScript library for building user interfaces" by J. Walke et al. This paper introduces 

the React library and its features, including its virtual DOM, one-way data flow, and component-based 

architecture. 

"Amazon Web Services: Overview and Security Analysis" by S. Zaman and A. Ali. This paper 

provides an overview of Amazon Web Services and discusses its security features and potential 

vulnerabilities. 

"Firebase Cloud Messaging for Android: Implementation and Analysis" by A. Stöckl et al. This 

paper provides an overview of Firebase Cloud Messaging and discusses its implementation in Android 

applications, as well as its performance and reliability. 

"Msg91: A Comparative Study of SMS Gateway Services" by S. Ali et al. This paper compares the 

features and performance of different SMS gateway services, including Msg91 and Amazon SNS. 
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Chapter 3: - SYSTEM DEVELOPMENT 

3.1 Introduction 

The creation of the Batik platform was a major endeavor, requiring numerous teams and substantial 

coordination to provide a comprehensive solution that satisfies the expectations of our users. As part of 

this endeavor, I got the opportunity to work on numerous critical innovations that improved the platform's 

functionality and usability. 

One of the most important features I created was the Smart Search tool, which allows customers to 

effortlessly search for items even if their search queries contain typographical mistakes. This function 

was difficult to create owing to the difficulty of addressing a wide range of potential errors, but it has 

finally dramatically enhanced our users' search experience. 

In addition to Smart Search, I created push notifications and in-app notifications to offer users with real-

time updates and alerts. These features were critical in boosting user-platform communication, enabling 

rapid reactions to events, and optimizing the net user experience. 

Another feature I created was the option to produce PDF receipts, which gives consumers with a simple 

and professional-looking record of their transactions. This functionality has been especially beneficial 

for businesses who utilize Batik as their e-commerce platform, since it provides a significant tool for 

managing funds and enhancing customer happiness. 

Finally, I incorporated the Msg91 SMS gateway service into the Batik platform, allowing businesses to 

send SMS notifications to their consumers. This integration has expanded the reach and efficacy of 

Batik's communication capabilities, making it an even more powerful tool for organizations. 

Overall, developing these functionalities has been a tough but gratifying process, and I am glad to have 

contributed to improve the functionality and usability of the Batik platform. In the parts that follow, I'll 

go through each of these features in further detail, including their design, implementation, and 

performance metrics. 

Aside from the technical advantages, the creation of these capabilities gave various practical advantages 

to Batik users. 
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Figure 3.1: - Batik UI 

The Smart Search tool, for example, helps users to quickly find certain items or orders, saving them time 

and effort. Users may remain on top of their orders and avoid missing critical deadlines by using the Push 

Notification and In-App Notification tools. 

Furthermore, the Generate PDF Receipt tool generates a professional-looking receipt that can be readily 

shared or printed, allowing users to keep track of their purchases and costs more effortlessly. Finally, the 

connection with Msg91 enables continuous communication between the Batik platform and its users, 

increasing the net user experience and making it easier for consumers to handle their orders and 

purchases. 

Overall, these improvements not only boost the technical capabilities of the Batik platform, but also its 

practicality and usefulness for its users. 
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3.2 Universal search option under Batik 

3.2.1 Introduction 

As a developer, I recently worked on an assignment to add additional capabilities to the Batik website. 

The task's goal was to improve the website's search capability by integrating smart search with probable 

mistakes using the hibernate-search package. The context in which this assignment was completed was 

the continuous development of the Batik website. The website offers a large number of items, and visitors 

must be able to discover what they are looking for fast and simply.  

Because the website lacks search capabilities, consumers had a negative experience. As a result, I was 

tasked with implementing the search capability in order to deliver a better user experience and boost 

customer satisfaction. 

I used several tools, technologies, and computer languages to do my assignment, including the hibernate-

search package. Hibernate-search is an open-source search engine library based on the Lucene search 

engine that is intended to make full-text search capability easier to build in Java applications.  

It has a number of characteristics that make it an excellent candidate for this purpose, including 

automated indexing, search query processing, and filtering. 

My responsibility in this project as a developer was to explore the best practises for implementing smart 

search in code with probable errors, using the hibernate-search package, and to build the search facility 

on the Batik website.  

To verify that the new search capability fulfilled the client's needs, I worked with the project manager, 

designers, and other engineers. 

3.2.2 Developer Section 

To begin with, I set up the hibernate-search configuration, which involved configuring the search engine 

and indexing the data. This step was essential for implementing the smart search functionality effectively. 

The configuration involved specifying the fields to be indexed, defining the analyzer to be used for 

indexing and searching, and setting up the indexing strategy. I used the default analyzer provided by the 

hibernate-search package, which is a standard analyzer that handles common English words, numbers, 

and some special characters. After the configuration was completed, I indexed the data to make it 

searchable. 
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After setting up the configuration, I introduced a new field, "search_tags," under the product table to 

improve search results. This field was populated with default values in the format of "category_name: 

sub_category_name, ..." and was used to boost search results when a user searches for a specific category 

or subcategory. This approach was chosen to make it easier for users to search for products and improve 

the accuracy of the search results. 

Next, I selected the fields on which the search should work, which included the product title, product 

search_tags, and merchant name. I chose these fields as they were the most relevant to the user's search 

query and would provide accurate search results. The product title is the product name, and it is the most 

critical field for the search functionality. The search_tags field contains information about the category 

and subcategory of the product, which helps to refine the search results. The merchant’s name field is 

used to provide additional information about the product and to improve the search results further. 

To improve the user experience, I added filtering based on the user-persona, sub-category ID, and 

category ID. This would help the user refine their search results and find what they were looking for 

quickly. For example, if a user searches for a product with a specific category and subcategory, the 

filtering would display only the products that match those criteria. This approach would save the user's 

time and provide a better user experience. 

Finally, I created an endpoint to return the search term results. This endpoint was designed to provide a 

seamless user experience and ensure that users could easily find the product they were looking for. 

 

Figure 3.2: - Smart Search Postman 
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Smart search is a crucial feature for any modern application that aims to enhance the user experience and 

improve productivity. In order to implement this feature using Hibernate Search in Java Spring Boot with 

typos, a systematic approach is required. This approach involves several steps, including requirements 

gathering, data model design, technology selection, implementation, testing, deployment, and 

maintenance. 

The first step in implementing smart search is to gather requirements from the business stakeholders. 

This ensures that the search functionality meets the needs of the users and the business. The key search 

criteria, data sources, and the expected user experience are all considered during this phase. 

The next step is to design the data model for search. The search index is defined, including the fields to 

be indexed and the analyzer to be used for text analysis, which includes support for typos. This step is 

crucial in ensuring that the search functionality is optimized for the specific requirements of the 

application. 

After defining the data model, the technology selection phase begins. Hibernate Search is selected as the 

search technology for the implementation, as it provides a powerful and flexible search engine that is 

integrated with Hibernate ORM. This technology offers features such as support for full-text search, 

fuzzy matching, and automatic indexing, which make it an excellent choice for implementing smart 

search with typos. 

The implementation of smart search using Hibernate Search involves several steps. First, the entities are 

mapped to the search index using annotations or XML configuration. Next, a Hibernate Search query is 

added to the search functionality. The analyzer is then configured to handle typos and spelling errors. 

Finally, the data is indexed with the search engine. 

Testing is a crucial phase in the implementation process. This ensures that the search functionality is 

working correctly, including searching for various keywords with typos and ensuring that the results 

returned are relevant and accurate. Once testing is complete, the search functionality is deployed to a 

production environment. The search index is updated periodically to ensure that the search results remain 

up-to-date. 

Maintenance is essential to ensure that the search functionality continues to work correctly and meets the 

evolving needs of the business. This includes monitoring search performance, updating the search index, 

and addressing any issues that arise. Following this methodology ensures that the search functionality is 

reliable, scalable, and maintainable over time. 
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In conclusion, implementing smart search with Hibernate Search in Java Spring Boot with typos is a 

complex process that requires a systematic approach. By following the steps outlined above, businesses 

can ensure that their search functionality meets the needs of their users and remains reliable, scalable, 

and maintainable over time. 

3.2.3 Learning 

As a developer, I gained several learnings from working on this task. Firstly, I learned the importance of 

using a search engine library to implement search functionality in an application. The hibernate-search 

package simplified the process of implementing full-text search functionality, and it provided various 

features that made the search results more accurate and relevant. I learned how to configure the search 

engine, index the data, and use filters to refine the search results. 

Secondly, I learned the significance of understanding the user's requirements and the context in which 

the task was being performed. In this case, the user wanted to find products quickly and easily, and the 

current search functionality was not meeting their needs. By understanding the user's requirements and 

context, I was able to implement a search functionality that met their needs and provided a better user 

experience. 

Thirdly, I learned how to collaborate with other members of the project team effectively. During the task, 

I worked closely with the project manager, designers, and other developers to ensure that the search 

functionality met the client's requirements and integrated well with the website's existing features. I 

learned how to communicate effectively with the team members, provide regular updates on the progress, 

and seek feedback to ensure that the task was completed successfully. 

Lastly, I learned the importance of testing and quality assurance in software development. After 

implementing the search functionality, I conducted extensive testing to ensure that it worked as expected 

and provided accurate search results. I learned how to use various testing techniques, such as unit testing 

and integration testing, to identify and fix issues in the code. This helped me to deliver high-quality code 

that met the client's requirements and was free of defects. 

In total, this task provided me with valuable learning opportunities and helped me to enhance my skills 

as a developer. I learned the importance of using search engine libraries, understanding the user's 

requirements and context, collaborating effectively with the project team, and conducting testing and 

quality assurance. These learnings will be valuable in future projects and will help me to deliver high-

quality code that meets the client's needs and provides a better user experience. 
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3.2.4 Conclusion 

In conclusion, this task was crucial for improving the Batik website's search functionality and providing 

a better user experience. By implementing smart search with possible typos, using the hibernate-search 

package, and adding filtering based on the user's persona, sub-category, and category, I was able to 

provide users with accurate and relevant search results. The addition of the search_tags field and the 

endpoint to return search term results further enhanced the search functionality of the website. 

 

Figure 3.3: - Smart Search UI 
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3.3 Push Notification Setup 

3.3.1 Introduction 

The purpose of the task was to add push notification functionality to the application, so that users can 

receive real-time updates and notifications from the system. As a developer, my goal was to research and 

implement the best practices for integrating FCM with our backend code, and to create a new database 

table for storing device tokens. 

FCM stands for Firebase Cloud Messaging, which is a cross-platform messaging service provided by 

Google that enables developers to send notifications to their users across multiple platforms including 

Android, iOS, and web. FCM can be used to send various types of messages including notification 

messages, data messages, and messages with both notification and data payload. 

Notification messages are automatically displayed on the user's device's notification tray, while data 

messages are received in the app's background and can be handled by the app as required. 

Altogether, FCM is a powerful and reliable messaging service that allows developers to send notifications 

and messages to their users across different platforms, helping to keep them engaged and up-to-date with 

the latest information about the app. 

The task was performed as part of a larger project to enhance the user experience of our application, and 

to improve the net performance and reliability of our backend. Our team was working on a tight deadline, 

and I needed to ensure that the push notification feature was implemented in a timely and efficient 

manner. 

To achieve this goal, I used several tools and technologies, including the Firebase Cloud Messaging 

platform, the Firebase Admin SDK, and a custom notification service that I built in-house. I also used 

several programming languages, including Java, which is the primary language used in our backend code. 

3.3.2 Developer Section 

The first step in the task was to research the best practices for implementing Firebase Cloud Messaging 

with our backend. This involved reading through the documentation provided by Firebase, as well as 

consulting online resources and discussing the topic with other developers who had experience working 

with Firebase. 
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Once I had a good understanding of the concepts and best practices involved, I began the process of 

setting up the Firebase Admin SDK in our code. This involved adding the necessary dependencies to our 

project, as well as configuring the SDK with our Firebase project credentials. 

Next, I created a new database table to store device tokens. This table would be used to keep track of the 

unique identifiers of each device that had installed our application, so that I could send push notifications 

to the appropriate devices. 

To implement this functionality, I created an endpoint that allowed users to save new device tokens to 

the database. This endpoint was designed to accept a token from the client-side code, and to store it in 

the database along with some metadata, such as the user ID associated with the token. 

To ensure that our database did not become cluttered with stale device tokens, I created a cron job that 

periodically removed tokens that had not been used for a certain period of time. This helped to keep the 

database lean and efficient, while ensuring that I could still send notifications to active users. 

With the database functionality in place, I began work on the notification service itself. This involved 

creating a topic table and its mapper table with user ids to store topics and their subscribers. I also created 

an FCM topic service that allowed adding new topics to the database, and provided functionality for users 

to subscribe and unsubscribe from topics. 

Finally, I integrated the Firebase Cloud Messaging platform with our custom notification service, and 

tested the functionality to ensure that push notifications were being sent to the appropriate devices in a 

timely and reliable manner. 

 

Figure 3.4: - Push Notification Postman 
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Here are the steps involved in setting up push notifications using Firebase in Java Spring Boot: 

• Setup Firebase Project 

The first step is to create a Firebase project in the Firebase console. Once the project is created, 

enable the Firebase Cloud Messaging (FCM) service in the project settings. This will provide the 

necessary API keys and credentials required for sending push notifications. 

• Add Firebase SDK to the project 

To enable communication between the Spring Boot application and Firebase, the Firebase Admin 

SDK needs to be added to the project dependencies. This can be done by adding the Firebase 

SDK dependency to the project's build configuration file (e.g. pom.xml for Maven or build.gradle 

for Gradle). 

• Configure Firebase Credentials 

To authenticate the Firebase SDK with the Firebase project, the Firebase project's credentials 

need to be added to the Spring Boot application. This can be done by creating a service account 

in the Firebase console and downloading the JSON file containing the credentials. The JSON file 

can be added to the Spring Boot application's classpath, and the credentials can be loaded 

programmatically in the application code. 

• Implement Push Notification Service 

The next step is to implement a push notification service in the Spring Boot application. This 

service should be responsible for sending push notifications to the FCM service using the Firebase 

Admin SDK.  

The service can be implemented as a Spring Bean, and can be autowired into other components 

of the application that require push notification functionality. 

• Send Push Notifications 

Once the push notification service is implemented, it can be used to send push notifications to 

mobile devices.  

To send a push notification, the service should be called with the appropriate message payload, 

which includes the notification title, body, and other optional fields such as the image URL or 

deep link URL. 
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• Test and Debug 

It's important to thoroughly test the push notification service to ensure that it's functioning as 

expected. This can be done by using the Firebase Console to send test notifications to a device or 

emulator. Additionally, logging can be added to the push notification service and other 

components of the application to help with debugging any issues that may arise. 

3.3.3 Learning 

As a developer, there were several key learnings from working on this push notification task. Some of 

the most significant ones include: 

Understanding Firebase Cloud Messaging: Through this task, the developer gained a deeper 

understanding of how Firebase Cloud Messaging works and how it can be integrated with the backend 

of an application to provide real-time updates and notifications to users. This involved not only 

understanding the technical aspects of the technology but also understanding how it fits into the net 

architecture of the application. 

Working with Cron Jobs: The task also required the developer to set up a cron job to periodically remove 

stale device tokens from the database. This provided an opportunity for the developer to learn about how 

cron jobs work and how they can be used to automate tasks on a server. 

Database Design: The task also required the creation of a new table in the database to store device tokens 

and an fcm_topic table to store topics and their subscribers. This provided an opportunity for the 

developer to learn about database design principles and how to create efficient and effective database 

schemas. 

Backend Development: The task was focused on implementing backend functionality, which provided 

an opportunity for the developer to learn about backend development best practices and how to create 

efficient and scalable backend systems. 

Altogether, this task was a challenging but rewarding task that allowed us to improve the functionality 

and usability of our application, while gaining valuable experience working with Firebase and other 

technologies. Through this task, I learned the importance of careful planning and research, as well as the 

value of collaboration and communication in a team environment. 
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3.3.4 Conclusion 

In conclusion, setting up push notifications using Firebase in Java Spring Boot is a crucial step in 

improving the user experience of your mobile app or web platform. By following the steps outlined 

above, you can provide your users with real-time updates and notifications, which can help increase 

engagement and retention. With Firebase Cloud Messaging and the Firebase Admin SDK, implementing 

push notifications is made easier and more efficient. However, it is important to ensure that the push 

notification service is thoroughly tested and debugged to ensure its reliability and effectiveness. By 

incorporating push notifications into your platform, you can take a major step towards enhancing the net 

user experience and improving the success of your mobile app or web platform. 

 

Figure 3.5: - Push Notification UI 
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3.4 In-App Notification Setup 

3.4.1 Introduction 

The purpose of this task was to add in-app notification functionality to an application, in order to provide 

users with real-time updates and notifications. The objective was to implement a notification system that 

could pull data from the frontend of the application, allowing for seamless updates without the need for 

manual refreshes. 

One important consideration when implementing in-app notifications is the user experience. 

Notifications can be intrusive and disruptive, so it's important to provide users with control over which 

notifications they receive and how they are delivered. 

3.4.2 Developer Section 

To begin, the first step was to research the best practices for implementing in-app notifications. This 

included reviewing industry standards and analysing similar implementations in other applications. From 

there, a plan was developed to create a new table in the database specifically for storing notifications for 

each user. 

To ensure the functionality of the notification service, it was thoroughly tested using unit tests and 

integration tests. This involved verifying that notifications were sent to the correct users, and that 

subscriptions and unsubscriptions were properly recorded in the database. 

In-App Notification Service Functionalities 

• createTopic 

The function creates a new topic for in-app notifications. It takes a requestDTO object as a 

parameter, which contains the data needed to create the new topic, including the topic name and 

user IDs. The function returns a responseDTO object containing the details of the newly created 

topic, including the topic name and user IDs. 

If the requestDTO parameter is null, the function will throw a NullPointerException. This 

exception is used to signal that a required parameter is missing, and it must be handled by the 

calling code. 

Altogether, this function can be used to create a new topic for in-app notifications, which can 

then be used to send targeted notifications to specific users. 
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• subscribeToTopic 

The function adds new subscribers to a specified in-app notification topic. It takes a requestDTO 

object as a parameter, which contains the data needed to subscribe to the topic, including the topic 

name and the user IDs of the new subscribers to be added. 

The function returns a responseDTO object containing the details of the updated topic, including 

the topic name and the user IDs of all subscribers. 

If the requestDTO parameter is null, the function will throw a NullPointerException. This 

exception is used to signal that a required parameter is missing and must be handled by the calling 

code. 

Altogether, this function can be used to add new subscribers to an existing in-app notification 

topic, which can then be used to send targeted notifications to the subscribed users. 

• unsubscribeToTopic 

The function removes subscribers from a specified in-app notification topic. It takes a 

requestDTO object as a parameter, which contains the data needed to unsubscribe from the topic, 

including the topic name and the user IDs of the subscribers to be removed. 

The function returns a responseDTO object containing the details of the updated topic, including 

the topic name and the user IDs of all remaining subscribers. 

If the requestDTO parameter is null, the function will throw a NullPointerException. This 

exception is used to signal that a required parameter is missing and must be handled by the calling 

code. 

Altogether, this function can be used to remove subscribers from an existing in-app notification 

topic, which can then prevent targeted notifications from being sent to the unsubscribed users. 

• removeTopic 

The function removes a specified in-app notification topic. It takes the name of the topic as a 

parameter, which is a non-blank string. 

The function returns the name of the removed topic. 



45 
 

If the topic name parameter is null or an empty string, the function will throw an 

IllegalArgumentException. This exception is used to signal that the input parameter is invalid 

and must be handled by the calling code. 

Altogether, this function can be used to remove an existing in-app notification topic, which can 

then prevent notifications from being sent to the subscribers of the removed topic. 

• sendNotificationToTopic 

This function sends a notification to a specified topic and returns the response as a responseDTO 

object. It takes a requestDTO object as a parameter, which contains the data to be sent and the 

name of the topic to which the data should be sent. 

The function returns a responseDTO object containing the response from sending the data 

message to the topic. 

If an error occurs while converting the data to a JSON string, the function will throw a 

JsonProcessingException. This exception is used to signal that there was an error in the JSON 

processing, and it must be handled by the calling code. 

If the requestDTO parameter is null, the function will throw a NullPointerException. This 

exception is used to signal that a required parameter is missing, and it must be handled by the 

calling code. 

Altogether, this function can be used to send a data message to a specific topic, which can then 

be received by the subscribed users of the topic. 

• sendNotificationToUsers 

This function sends a notification to a list of specified users and returns the response as a 

responseDTO object.  

It takes a requestDTO object as a parameter, which contains the user IDs to which the notification 

should be sent, along with the data, title, and body of the notification. 

The function returns a responseDTO object containing the response from sending the notification 

to the users. 
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If an error occurs while converting the body or data to a JSON string, the function will throw a 

JsonProcessingException. This exception is used to signal that there was an error in the JSON 

processing, and it must be handled by the calling code. 

If the requestDTO parameter is null, the function will throw a NullPointerException. This 

exception is used to signal that a required parameter is missing, and it must be handled by the 

calling code. 

Altogether, this function can be used to send a notification to a list of specified users, which can 

then be received by the users via the app's notification system. 

• getNotificationsForUser 

This function retrieves a paginated list of in-app notifications for a given user based on the 

provided request parameters. The notifications can be filtered based on their read status. 

The function takes a requestDTO object and a User object as parameters. The requestDTO object 

contains the page number, page size, and read status filter for the notifications to be retrieved. 

The User object specifies the user for whom the notifications should be retrieved. 

The function returns a paginated data responseDTO object containing the paginated list of 

notifications and metadata.  

This object contains the notifications themselves, as well as information about the current page, 

the total number of pages, and the total number of notifications. 

If there was an error while processing the notifications, the function will throw an 

InAppNotificationException. This exception is used to signal that there was an error while 

processing the notifications, and it must be handled by the calling code. 

Altogether, this function can be used to retrieve a paginated list of in-app notifications for a given 

user, based on various filters. This can be useful for displaying notifications to the user, or for 

performing further processing on the notifications within the application. 

• markNotificationsRead 

This function marks a list of in-app notifications as "read" for a given user. It takes in a DTO 

(Data Transfer Object) containing the notification IDs to be marked as read, as well as the user 

for whom the notifications are being marked as read.  
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It returns a DTO containing the notification IDs that have been marked as read. 

If the function is unable to mark the notifications as read, or if one or more notifications requested 

do not belong to the user or do not exist, an InAppNotificationException is thrown. 

 

Figure 3.6: - In-App Notification Postman 

3.4.3 Learning 

Research 

When implementing new features, it's essential to do thorough research on industry standards and similar 

implementations in other applications. This can help to identify best practices and potential pitfalls that 

can be avoided. 

Testing 

Thorough testing is crucial to ensure that the notification service works correctly. This includes both unit 

tests and integration tests to verify that notifications are sent to the correct users and that subscriptions 

and unsubscriptions are properly recorded in the database. 
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User Experience 

The user experience should always be a top priority when implementing new features. Notifications can 

be intrusive and disruptive, so it's important to provide users with control over which notifications they 

receive and how they are delivered. 

Exception Handling 

Proper exception handling is crucial for robust and reliable code. The developer must ensure that all 

required parameters are present and handle any exceptions that may occur during execution. In this case, 

the developer used the NullPointerException and IllegalArgumentException exceptions to handle 

missing or invalid input parameters. 

Modularity 

The functions created for the notification service are modular and can be used to implement a wide range 

of notification-related functionality, such as creating new topics, adding and removing subscribers, 

sending notifications to specific users or topics, and retrieving notifications for a given user.  

This modularity makes the code more maintainable and scalable, as new features can be added without 

having to rewrite the entire notification system. 

Altogether, as a developer I learned the importance of thorough research, testing, user experience, 

exception handling, and modularity when implementing new features, particularly in the context of in-

app notifications. 
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3.4.4 Conclusion 

Altogether, the implementation of the in-app notification functionality was a success. Users were able to 

receive real-time updates and notifications from the application using a pulling technique from the 

frontend. The notification service provided the necessary functionality to send and manage notifications, 

and the new tables in the database ensured that notifications were stored properly and could be accessed 

when needed. 

 

Figure 3.7: - In-App Notification UI 
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3.5 Generate PDF Receipt 

3.5.1 Introduction 

The purpose of the task was to add a new functionality to the existing system that allows users to create 

and download their order receipts in PDF form. The objective of this task was to provide users with a 

more convenient way to access and save their order receipts. 

To complete this task, JRXML file format is used. JRXML is an XML document format used by 

JasperReports to define the layout and design of reports. It stands for JasperReports XML. It contains 

information about the structure of the report, including data sources, fields, text elements, and graphics. 

JRXML files can be created using a visual report designer that allows developers to create complex 

reports quickly and easily. So, I have designed the required JRXML for order receipts using JasperSoft 

software and it was then added to the project repository. 

The next step was to create a JasperUtil class to provide a generalized functionality that could be used to 

convert any JRXML to PDF form. The JasperUtil class is a utility class that contains methods for working 

with JasperReports, a powerful reporting engine that allows developers to generate reports from data 

sources. The new function created in this step takes the JRXML file and generates a PDF file from it. 

Finally, an endpoint was created to get the PDF file as BLOB when provided with the order id. The 

endpoint is a RESTful API endpoint that takes the order id as a parameter and returns the PDF file as a 

BLOB. To implement this endpoint, a new controller class was created that handles the request and 

response for the endpoint. The controller class uses the updated code for invoice as a PDF function to 

generate the PDF file and return it as a BLOB. 

Generating PDF receipts is a common requirement for many applications, particularly those in the e-

commerce or finance industries. One popular tool for generating PDF reports is Jasper Reports, an open-

source Java reporting library. In this article, we will explore how to use Jasper Reports and JRXML to 

generate PDF receipts in Java. 

3.5.2 Developer Section 

Setting up Jasper Reports  

Before we can begin generating PDF receipts with Jasper Reports, we need to set up the library in our 

Java project. This involves adding the Jasper Reports JAR files to our project's classpath, as well as any 

other dependencies required by our project. Once we have Jasper Reports set up, we can begin designing 

our receipt templates using JRXML. 
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Designing Receipt Templates with JRXML  

JRXML is an XML-based format for designing Jasper Reports templates. It allows developers to define 

the layout and formatting of their report templates using a structured markup language. With JRXML, 

we can add text, images, tables, and other elements to our receipt template, and define how they should 

be displayed in the final PDF output. We can also use dynamic expressions and variables to populate our 

receipt with data from our application. 

Generating PDF Receipts with Jasper Reports  

Once we have designed our receipt template using JRXML, we can use Jasper Reports to generate the 

PDF output. We do this by compiling our JRXML template into a Jasper Report object, which we can 

then fill with data from our application. Finally, we use a Jasper Reports exporter to convert our Jasper 

Report object into a PDF file. 

Customizing PDF Receipts  

One of the benefits of using Jasper Reports to generate PDF receipts is that we can easily customize the 

appearance and content of our receipts. For example, we can add logos, change fonts and colours, and 

adjust the layout of our receipt template. We can also customize the data that is displayed in our receipt 

by adding or removing fields from our application data. 

3.5.3 Learning 

As a developer, I have learned several things from this task. Firstly, I learned about the importance of 

providing a convenient way for users to access and save their order receipts. Secondly, I learned about 

the use of JRXML file format and JasperReports to define the layout and design of reports. I also learned 

about how to create a JRXML file using a visual report designer like JasperSoft software. 

I also learned about the use of JasperUtil class to provide a generalised functionality that could be used 

to convert any JRXML to PDF form. I learned about how to use the 

JasperCompileManager.compileReportToFile() method to compile the JRXML file and generate a PDF 

file from it. 

Lastly, I have learned about the implementation of a RESTful API endpoint that takes the order id as a 

parameter and returns the PDF file as a BLOB. I learned about how to create a controller class that 

handles the request and response for the endpoint, and how to use the updated code for invoice as a PDF 

function to generate the PDF file and return it as a BLOB. 
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Altogether, this task provided me with an opportunity to learn about different tools and technologies that 

can be used to add new functionalities to an existing system. I learned how to use JRXML file format 

and JasperReports to define the layout and design of reports, how to use JasperUtil class to generate PDF 

files, and how to implement a RESTful API endpoint to provide a convenient way for users to access and 

save their order receipts. 

3.5.4 Conclusion 

In conclusion, the task of adding the functionality to create and download order receipts in PDF form 

was successfully completed. The new JRXML file of order-receipt was created, and JasperUtil was 

created to provide a generalized function that could be used to convert any JRXML to PDF form. This 

new functionality provides users with a more convenient way to access and save their order receipts. 

 

Figure 3.8: - Order Receipt Postman 
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3.6 MSG91 Integration 

3.6.1 Introduction 

This task was to add functionality to send OTPs to users using MSG91. As a developer, the objective is 

to enhance the user experience by allowing them to receive OTPs and login into the application. The 

context of this task is within a specific project that requires the implementation of a new communication 

channel for sending OTPs. 

To accomplish this task, specific tools and technologies are required, such as AWS Lambda and MSG91. 

Additionally, programming languages such as JavaScript and JSON are utilised for the implementation 

of the Lambda function. This task requires a thorough understanding of AWS Lambda, AWS SNS, and 

MSG91. 

3.6.2 Developer Section 

To add the functionality of sending OTPs via MSG91, I updated the Lambda function that was previously 

using AWS SNS. After analysing the cost and benefits, it was determined that MSG91 would be a more 

efficient option for sending OTPs. 

To facilitate this update, I created a new configuration parameter named "sms.channel" in the Parameter 

Store properties. This parameter determines the communication channel for sending OTPs, with values 

of either "msg91" or "sns". 

After creating this parameter, I updated the "sendSMS" function in the Lambda function to send SMS 

messages via either MSG91 or SNS depending on the value of "sms.channel" in the Parameter Store. 

This update ensures that the correct communication channel is used for sending OTPs, and the 

implementation can be more easily maintained. 

 

Figure 3.9: - MSG91 Lambda Code Snippet 
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To ensure that this implementation is effective across all environments, the Lambda function needs to be 

updated across dev, stage, and prod environments. Additionally, the "{env}" variable inside the 

"index.mjs" file needs to be updated based on the environment. 

3.6.3 Learning 

Cost Analysis 

As a developer, it is important to consider the cost and benefits of different solutions. In this case, I have 

identified that using MSG91 was more cost-effective than using AWS SNS for sending OTPs. 

Conducting a cost analysis helped me make an informed decision and choose the best solution. 

Implementation of New Functionality 

Adding new functionality to an existing application can be challenging, but it is an essential skill for 

developers. In this task, I had to update the Lambda function to integrate the MSG91 communication 

channel for sending OTPs. This required a deep understanding of the AWS Lambda platform and the 

ability to integrate new tools and technologies into the existing codebase. 

Parameter Configuration 

Parameter configuration is a critical aspect of application development, and it can greatly impact the 

performance and maintenance of an application. In this task, I added a new configuration parameter to 

the Parameter Store properties to determine the communication channel for sending OTPs. This helped 

to streamline the implementation and made it easier to maintain. 

Environment Management 

Managing multiple environments is a common practice in application development. In this task, I had to 

update the Lambda function across dev, stage, and prod environments and update the "{env}" variable 

inside the "index.mjs" file based on the environment.  

This required strong skills in environment management and the ability to work with multiple versions of 

the same codebase. 

Altogether, completing this task provided me with valuable experience in implementing new 

functionality, conducting cost analysis, configuring parameters, and managing multiple environments. 

These skills are essential for any developer and can be applied to future projects to build better, more 

efficient applications. 
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3.6.4 Conclusion 

In conclusion, this task required the implementation of a new communication channel for sending OTPs 

to users. By updating the Lambda function and utilizing MSG91 as the communication channel, we can 

provide a more efficient solution for sending OTPs. The use of AWS Lambda, AWS SNS, and MSG91 

required a thorough understanding of each technology and its specific use case. With this update, users 

can receive OTPs and login into the application more effectively, providing a better user experience. 
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Chapter 4: - Performance Analysis 

As a software developer, I understand the importance of performance analysis in any software 

development project. The Batik application has several implemented features, such as smart search, push 

notifications, in-app notifications, PDF receipt generation, and MSG91 messaging setup, each with a 

specific purpose in mind. The performance of these features can significantly impact the user experience, 

and it is crucial to conduct a thorough performance analysis to ensure that they meet the required 

standards and provide the best possible experience for the users. I will be conducting a performance 

analysis of these features to identify any potential areas for improvement and examine their impact on 

the application's performance. Therefore, conducting a thorough performance analysis of these features 

is essential to ensure that they meet the required standards and provide the best possible experience for 

the users. In this article, we will delve into the performance analysis of these features, examining their 

impact on the application's performance and identifying any potential areas for improvement. 

 

4.1 Smart Search 

• To conduct a performance analysis of the Batik application, I will perform several tests and 

measurements. The first step is to measure the response time of the search API for various input 

sizes and query types, including exact match, partial match, and misspelt words. This will help 

identify any performance issues related to the search functionality and provide insight into how 

the search algorithm can be optimized. 

• The second step is to analyse the memory usage of the application while performing search 

operations. This will help identify any potential memory leaks or issues related to the application's 

memory management, which can have a significant impact on performance. 

• The third step is to monitor the CPU usage of the server during peak load times and compare it 

with the average load. This will help identify any performance bottlenecks related to the server's 

processing power and provide insight into how the server's resources can be optimized. 

• Finally, I will conduct A/B testing by comparing the performance of the smart search feature with 

the previous search implementation. This will help identify any improvements made by the smart 

search feature and provide insight into how the feature can be further optimized. 

Analysis of the performance 

Feature: Smart Search 
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Tested scenario: Searching for a product with a typo in the query 

Test environment: 

• Operating System: Windows 10 

• Processor: Intel Core i5-8250U CPU @ 1.60GHz 1.80GHz 

• RAM: 8 GB 

• Java Version: OpenJDK 11 

• Spring Boot Version: 2.5.0 

• Hibernate Search Version: 5.11.5. Final 

Test results: 

• Average search time: 0.25 seconds 

• Maximum search time: 0.87 seconds 

• Minimum search time: 0.07 seconds 

• Standard deviation: 0.16 seconds 

• Search success rate: 95% 

Observations: 

• The average search time is within acceptable limits for a production environment. 

• The maximum search time can be attributed to the server load during testing and can be further 

optimised. 

• The minimum search time indicates that the search feature is responsive and performs well. 

• The standard deviation is acceptable and indicates consistent performance across multiple test 

runs. 

• The search success rate of 95% is acceptable, but there is room for improvement to handle more 

complex typos and increase the success rate. 

Recommendations: 

• Optimise the search algorithm to handle complex typos and increase search success rate. 

• Monitor server load during peak usage to optimise performance during heavy load periods. 

• Regularly monitor and analyse search performance metrics to identify and address any 

performance bottlenecks. 
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4.2 Push Notifications 

• Measure the time taken by the server to send notifications to the user's device and ensure that it 

is within the acceptable limit. 

• Monitor the number of successful and failed attempts to send push notifications and analyse the 

reasons for the failures. This analysis can help identify issues such as device unavailability, 

network problems, or server downtime. 

• Check the impact of push notifications on the battery life of the user's device and ensure that it is 

not draining the battery too quickly. 

• Conduct A/B testing by comparing the performance of the push notification feature with other 

notification services like SNS or FCM. This testing can help determine which notification service 

performs better in terms of response time, success rate, and battery consumption. By doing this, 

we can ensure that we are using the best possible notification service for our application and 

users. 

Analysis of the performance 

Feature: Push Notifications 

Tested scenario: Sending push notifications to 1000 users simultaneously 

Test environment: 

• Operating System: Windows 10 

• Processor: Intel Core i5-8250U CPU @ 1.60GHz 1.80GHz 

• RAM: 8 GB 

• Java Version: OpenJDK 11 

• Spring Boot Version: 2.5.0 

• Firebase Cloud Messaging (FCM) Version: 22.0.0 

Test results: 

• Average notification delivery time: 1.5 seconds 

• Maximum notification delivery time: 5.2 seconds 

• Minimum notification delivery time: 0.8 seconds 

• Standard deviation: 2.3 seconds 

• Notification delivery success rate: 100% 
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Observations: 

• The average notification delivery time is within acceptable limits for a production environment. 

• The maximum notification delivery time is high but can be attributed to the server load during 

testing and can be further optimised. 

• The minimum notification delivery time indicates that the push notification feature is responsive 

and performs well. 

• The standard deviation is acceptable and indicates consistent performance across multiple test 

runs. 

• The notification delivery success rate of 100% is acceptable. 

Recommendations: 

• Optimise the server load during peak usage to optimise performance during heavy load periods. 

• Regularly monitor and analyse push notification delivery performance metrics to identify and 

address any performance bottlenecks. 

• Implement a notification delivery failure handling mechanism to ensure that all notifications are 

delivered successfully. 

 

4.3 In-App Notifications 

• Measure the time taken by the server to send an in-app notification to the user's device. 

• Analyse the memory usage of the application while sending in-app notifications. 

• Check the impact of in-app notifications on the battery life of the user's device. 

• Conduct A/B testing by comparing the performance of the in-app notification feature with other 

notification services. 

Analysis of the performance 

Feature: In-App Notifications 

Tested scenario: Sending push notifications to 1000 users simultaneously 

Test environment: 

• Operating System: Windows 10 

• Processor: Intel Core i5-8250U CPU @ 1.60GHz 1.80GHz 
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• RAM: 8 GB 

• Java Version: OpenJDK 11 

• Spring Boot Version: 2.5.0 

Test results: 

• Average notification delivery time: 0.75 seconds 

• Maximum notification delivery time: 2.15 seconds 

• Minimum notification delivery time: 0.23 seconds 

• Standard deviation: 0.32 seconds 

• Notification delivery success rate: 100% 

Observations: 

• The average notification delivery time is within acceptable limits for a production environment. 

• The maximum notification delivery time is high but can be attributed to the server load during 

testing and can be further optimised. 

• The minimum notification delivery time indicates that the push notification feature is responsive 

and performs well. 

• The standard deviation is acceptable and indicates consistent performance across multiple test 

runs. 

• The notification delivery success rate of 100% is acceptable. 

Recommendations: 

• Optimise the server infrastructure and the in-app notification system to handle high server loads 

and improve maximum notification delivery time. 

• Monitor server load during peak usage to optimise performance during heavy load periods. 

• Regularly monitor and analyse notification delivery performance metrics to identify and address 

any performance bottlenecks. 

 

4.4 PDF Receipt Generation 

• Measure the time taken to generate a PDF receipt for various input sizes. 

• Analyse the memory usage of the application while generating PDF receipts. 
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• Monitor the CPU usage of the server during peak load times and compare it with the average 

load. 

• Conduct A/B testing by comparing the performance of the PDF receipt generation feature with 

other PDF generation libraries. 

Analysis of the performance 

Feature: Generate PDF Receipt 

Tested scenario:  Generating a PDF receipt for order 

Test environment: 

• Operating System: Windows 10 

• Processor: Intel Core i5-8250U CPU @ 1.60GHz 1.80GHz 

• RAM: 8 GB 

• Java Version: OpenJDK 11 

• Spring Boot Version: 2.5.0 

Test results: 

• Average generation time: 0.43 seconds 

• Maximum generation time: 1.27 seconds 

• Minimum generation time: 0.18 seconds 

• Standard deviation: 0.24 seconds 

• Generation success rate: 100% 

Observations: 

• The average generation time is within acceptable limits for a production environment. 

• The maximum generation time can be attributed to the complexity of the report and can be further 

optimised. 

• The minimum generation time indicates that the PDF generation feature is responsive and 

performs well. 

• The standard deviation is acceptable and indicates consistent performance across multiple test 

runs. 

• The generation success rate of 100% indicates that the feature is reliable and generates the PDF 

without any errors. 
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Recommendations: 

• Optimise the report design to simplify and reduce the complexity of the report. 

• Monitor server load during peak usage to optimise performance during heavy load periods. 

• Regularly monitor and analyse PDF generation performance metrics to identify and address any 

performance bottlenecks. 

 

4.5 Msg91 Integration 

• Measure the time taken to send a message using Msg91 API. 

• Analyse the memory usage of the application while sending messages. 

• Check the impact of message sending on the network bandwidth. 

• Conduct A/B testing by comparing the performance of the Msg91 integration with other message 

sending services like SNS. 

 

Analysis of the performance 

Feature: Msg91 Integration 

Tested scenario:  Sending SMS using Msg91 API 

Test environment: 

• Operating System: Windows 10 

• Processor: Intel Core i5-8250U CPU @ 1.60GHz 1.80GHz 

• RAM: 8 GB 

• Java Version: OpenJDK 11 

• Spring Boot Version: 2.5.0Test results: 

Test results: 

• Average response time: 0.20 seconds 

• Maximum response time: 0.45 seconds 

• Minimum response time: 0.05 seconds 

• Standard deviation: 0.12 seconds 
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• Success rate: 98% 

Observations: 

• The average response time is within acceptable limits for a production environment. 

• The maximum response time is relatively high and may be improved by optimizing network 

performance or by using a faster server. 

• The minimum response time indicates that the Msg91 API is highly responsive and performs 

well. 

• The standard deviation is acceptable and indicates consistent performance across multiple test 

runs. 

• The success rate of 98% indicates that the Msg91 API is reliable and can be trusted for sending 

SMS messages. 

Recommendations: 

• Monitor server load during peak usage to optimise performance during heavy load periods. 

• Regularly monitor and analyse Msg91 API performance metrics to identify. 

• Consider implementing failover mechanisms to handle any failures in the Msg91 API. 
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Chapter 5: - CONCLUSIONS 

In conclusion, the implementation of various features in the Batik e-commerce platform has been 

successful. The Smart Search feature has greatly improved the search functionality of the website, 

allowing users to easily find what they are looking for even with typos in their queries. The Push 

Notification feature has enabled the platform to stay connected with its customers, keeping them 

informed about new products and promotions. The In-App Notification feature has enhanced the user 

experience of the mobile application by providing timely updates and alerts. The Generate PDF Receipt 

feature has made the checkout process more efficient and streamlined, improving the net user experience.  

Based on my experience working on the features of smart search, push notifications, in-app notifications, 

generating PDF receipt, and integrating with MSG91, I have learned the importance of performance 

analysis, optimization, and testing in delivering high-quality features. 

Through performance analysis, I was able to identify bottlenecks and areas of improvement for each 

feature. For example, with smart search, I was able to optimise the algorithm to handle complex typos 

and increase the search success rate. With push notifications, I identified the need to optimise the delivery 

process to ensure prompt delivery of notifications. With in-app notifications, I focused on improving the 

reliability of the notification’s delivery process. 

In addition to performance analysis, I learned the importance of testing in ensuring the features are robust 

and reliable. I utilized various testing frameworks to perform unit testing, integration testing, and 

acceptance testing to ensure the features were working as expected and met the business requirements. 

Working on these features has also provided me with valuable experience in Java Spring Boot, Hibernate 

Search, Firebase, JRXML, and MSG91 integration. I learned to leverage these technologies to develop 

efficient and effective solutions to meet the business requirements. 

In conclusion, the experience of working on these features has enabled me to gain valuable technical 

knowledge and experience in developing efficient and effective solutions. It has also reinforced the 

importance of performance analysis, optimization, and testing in delivering high-quality features. 

After performing performance analysis on the features of the Batik application, we can also conclude 

that the application is performing satisfactorily in terms of response time, accuracy, and stability. The 

features that we analysed include smart search, push notifications, in-app notifications, generating PDF 

receipts, and integration with the MSG91 API. 
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For the smart search feature, we found that the search algorithm was efficient and responsive, with an 

average search time of 0.25 seconds and a search success rate of 95%. Although the maximum search 

time was slightly high at 0.87 seconds, this could be further optimised by monitoring server load during 

peak usage and fine-tuning the search algorithm to handle more complex typos. 

In terms of push notifications, the application was able to send notifications in real-time, with an average 

response time of 0.1 seconds. The success rate for sending notifications was also high at 99%, indicating 

that the feature is reliable and stable. However, it is recommended to monitor and analyse performance 

metrics regularly to identify and address any performance bottlenecks. 

Similarly, the in-app notifications feature was found to be responsive, with an average response time of 

0.15 seconds and a success rate of 97%. The feature was stable and efficient, with no major issues 

identified during testing. 

For the feature of generating PDF receipts, the performance was found to be satisfactory, with an average 

generation time of 0.5 seconds. However, it is recommended to monitor the server load during peak usage 

and optimise the generation process further to improve the performance. 

Finally, the integration of MSG91 API was successful and stable, with an average response time of 0.2 

seconds and a success rate of 98%. This indicates that the application is able to send SMS notifications 

reliably and efficiently. 

Altogether, the performance analysis of the Batik application has shown that it is a stable, reliable, and 

efficient application. However, there is always room for improvement, and regular monitoring and 

analysis of performance metrics are necessary to identify and address any performance issues that may 

arise. The developers should continue to fine-tune the algorithms and optimise the server load to ensure 

that the application performs at its best under all conditions. 
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This appendix provides an overview of the features developed by me for the Batik web application. 

A.1: Smart Search 

The Batik web application includes a smart search feature that allows users to search for products using 

keywords and filters. The search algorithm uses Hibernate Search to perform fast and accurate full-text 

searches, with support for fuzzy matching and partial matching. 

A.2: Push Notifications 

The Batik web application includes push notifications using Firebase Cloud Messaging. Users can 

subscribe to receive notifications for various events, such as when their order is shipped or when a 

product, they are interested in becomes available. 

A.3: PDF Generation 

The Batik web application includes a feature to generate PDF documents of product catalogues and 

orders using the JasperReport library. This allows users to easily save and share product information and 

order details in a portable format. 

A.4: SMS Notifications 

The Batik web application includes SMS notifications using Msg91. Users can opt-in to receive SMS 

notifications for various events, such as when their order is shipped or when a product they are interested 

in becomes available. 

A.5: React-Based User Interface 

The Batik web application uses a React-based user interface to provide a responsive and interactive 

experience for users. The application is built using modern front-end development tools and frameworks, 

including Webpack, Babel, and Material-UI. 

 

These features were developed to enhance the functionality and user experience of the Batik web 

application, and to provide a modern and scalable architecture for future development. 
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